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What's new in 5.0

We are excited to bring the latest FusionDebug update - FusionDebug 5.0.0. Thank you all for your feedback, we always appreciate it!
Here's a rundown of what's new in 5.0.0.

Support for Eclipse Neon

Since our last release, Eclipse has released a new version; Eclipse Neon (4.6.x).

Data from SQL queries

After a number of requests, the latest version of FusionDebug is able to reveal data from SQL queries.

Support for Lucee and Railo

FusionDebug now allows you to continue debugging your code that is hosted on Lucee and Railo services. Lucee 5.1.0.034 version and
above is WORKING as expected with the latest FusionDebug release. Lucee 4.5.5.006 version is WORKING as expected with the latest
FusionDebug release.

Please note that Lucee 4.5.4.017 will not work with the latest update. At the moment, the engineering team is working closely
with the Lucee developers in order to fix that issue. More Information about the issue mentioned above can be found in the
release notes here.

What's new in 4.0

Support for ColdFusion 2016

Another update from Adobe which has just been released - ColdFusion 2016 - is now fully supported with FusionDebug.

Support for Eclipse 4.4 and 4.5

Since our last release of FusionDebug, Eclipse have released two new updated versions of the Eclipse IDE;

® Eclipse Mars 4.5
® Eclipse Luna 4.4

We have ensured that FusionDebug works alongside the latest versions of Eclipse.

Support for ColdFusion Builder 2016

We now offer support for Adobe ColdFusion Builder 2016. A update from ColdFusion Builder 3 IDE which "is the only professional IDE
which allows you to build and deploy web and mobile applications".

New Support for Lucee and Railo

FusionDebug now allows you to continue debugging your code that is hosted on Lucee and Railo services.

Support for Java 1.8

FusionDebug now supports Java 1.8

What's new in 3.7


http://www.fusion-debug.com/support/fds-135

We're excited to bring you another update to FusionDebug - FusionDebug 3.7. Thank you for all the feedback from the previous release,
we always appreciate it! Here's a rundown of what's new in 3.7.

Support for ColdFusion Builder 3

We now offer extensive support for Adobe ColdFusion Builder 3. An all-new IDE from Adobe which "is the only professional IDE
which allows you to build and deploy web and mobile applications".

Support for ColdFusion 11

Another update from Adobe which has just been released - ColdFusion 11 - is now fully supported with FusionDebug. Including member
functions and new CF tags.

What's new in 3.6

We're excited to be able to bring you FusionDebug 3.6, and we'd like to thank our users for the many great suggestions and bug reports
you sent us -- we truly appreciate it! Here's a quick rundown of what's new in 3.6.

Support for the latest Servers

We now offer extensive support for ColdFusion 9, 10 and Railo 4. This includes full support for Closures, so if your servers are using
them - good; you can continue to do so and debug your pages with the latest FusionDebug software. Of course, we still offer full support
for CF 6,7,8 and Railo 3.

As well as this, the latest Eclipse (Eclipse Kepler) is also fully supported, along with previous versions (3.1 to 4.3).

Integrated help with Eclipse

FusionDebug now offers help from within the Eclipse environment. Simply navigate to the help contents of Eclipse ("Help" --> "Help
Contents") and click on FusionDebug. These help pages offer full help on Setting up a connection to a ColdFusion or Railo server, and
debugging a page to get you started.

Browse for your Servers

We've made a slight improvement to the "Source Code Lookup" tab to make it easier to find specific CFML Servers. If your files are
located locally, simply browse for a folder by clicking the "Browse" button. Once you have chosen the folder and clicked "open", the path
will populate the dropdown box and will be added to the CFML Folder Table. If your folders are located remotely you will not be able to
scan your local machine so the browse button can not be used. You can still manually enter the path to your CFML Server folder if you
would prefer.

Bug Fixes

We've also worked hard to eliminate the bugs which you reported to us from our 3.5.x release. Here's a quick rundown of the major bug
fixes.

Handshake Error

The main one reported by you is now fixed - you can now debug against a 1.7 JVM without receiving any handshaking errors.
Introduction & Concepts

Introduction

Welcome to FusionDebug, the interactive debugger for ColdFusion applications. This document introduces the concepts you will need
to start debugging your own applications, guides you through the configuration process and gives you some helpful hints on using
FusionDebug to it's full potential.

FusionDebug is delivered as a plugin for the Eclipse Platform. Eclipse is a universal framework for applications — not just debuggers —
and provides many features that make developing interactive applications simpler. We selected Eclipse because it already has a good
tradition of being a comprehensive, well-supported, stable platform, and a proven architecture for debuggers.



Many other plugins are available for Eclipse — CFEclipse, for example, is a leading environment for writing ColdFusion scripts. If you
have CFEclipse installed in your environment, FusionDebug will integrate with that environment when it needs to open an
editor. If not, don't worry — FusionDebug will also use the standard Eclipse text editor.

The sections below will guide you through the process of downloading, installing and using FusionDebug.
Why do | need a ColdFusion Debugger?

Debugging ColdFusion pages usually requires using lots of <cfoutput> or <cfdump> statements, or writing to log files. But as applications
grow more sophisticated with the addition of object oriented components, and the integration of Flex, it's becoming increasingly difficult to
solve complex problems.

FusionDebug solves these problems by allowing you to suspend any page or component during its execution and see all the variables
used by that page. You can add specific watch expressions or even set variable values while the page is suspended. Pages can then
be single-stepped or resumed.

You may think you do not need a ColdFusion debugger because you've never used one. FusionDebug will change the way you work.
What do | need to get started?

The first thing you have to do in order to get started with FusionDebug is to access our official website Download page and get a copy of
the latest FusionDebug version. The next step will be to access the installation instructions listed here and install FusionDebug with
the Eclipse environment or with the ColdFusion Builder environment.

Additionally, in the installation instructions page you will be able to find analytical instructions on how to install the CFEclipse package.
Video Tutorials

Another way of getting familiar with FusionDebug is by watching the quick video series on our website, FusionDebug Videos.

Below, you will be able to find an introductory video about FusionDebug and how to get started.

Setting up Java for Debugging (ColdFusion, Railo & Lucee)

Setting up ColdFusion for Debugging

This procedure adds the required debugging parameters to a standard ColdFusion (JRun) installation.

1. Stop all running ColdFusion services.

2. Locate the JVM arguments file jym.config. Below you can find the most common directories the jvm arguments file is located.
Col df usi on 8: {CF8_HOVE}\runti ne\ bi n\

® Col dfusion 9: {CF9_HOVE}\runti ne\bi n\

® Col df usion 10: {CF10_HOVE}\ cf usi on\ bi n\

® Col dfusion 11: {CF11_HOVE}\ cf usi on\ bi n\

® Col df usi on 2016: {CF2016_HQOVE}\ cf usi on\ bi n\

3. Make a copy of this file, and store the copy somewhere on your disk. If any issues will arise, you can restore the copy to this
location.

4. Open this file with a text editor of your preference.

o

Locate the line beginning with “java.args". These are the settings used to start the JVM, in which ColdFusion runs.

6. Remove the following options if they exist:
® - XX +UseParall el GC

® - Xdebug
® - Xrunjdwp: transport=dt_socket, server =y, suspend=n, addr ess=5005
7. Add these options (Ensure they are on the same line - at the end):

® - Xdebug - Xrunj dwp:transport=dt_socket, server =y, suspend=n, addr ess=8000

If you have any applications listening/running on port 8000, please change the port to another one which is
not in use.


http://www.fusion-debug.com/download/
http://www.fusion-debug.com/install-instructions
http://www.fusion-debug.com/videotuts/

8. Start all ColdFusion services.

Below you will find an example of the “java.args" arguments.

# Argunments to VM

java. args=-server -Xms256m - Xnx512m - XX: MaxPer nSi ze=192m - XX:
+UsePar al | el GC - Xbat ch - Dcol df usi on. hone={appl i cati on. hone} -Djava.
awt . headl ess=true -Dcol df usi on.root Di r={appl i cation. hone} -Djava.
security. policy={application.hone}/lib/coldfusion.policy -D ava.
security.auth. policy={application.hone}/lib/neo_jaas.policy -
Dcol df usi on. cl assPat h={ appl i cati on. hone}/|i b/ updates, {application.
hone}/1i b, {application. hone}/lib/axis2,{application. hone}/gateway
/1ibl,{application. hone}/wwroot/WEB-INF/ cfformjars,{application.
hone}/ www oot / VEB- | NF/ f I ex/j ars, {application. home}/Ilib/oosdk/Iib,
{application.hone}/lib/oosdk/cl asses

- Dcol df usi on. | i bPat h={appl i cati on. hone}/lib -Dorg. apache. coyote.
USE _CUSTOM STATUS MSG | N HEADER=t rue - Dcol df usi on. j saf e.

def aul t al go=FI PS186Random - Xdebug - Xrunj dwp: t ransport =dt _socket,
server =y, suspend=n, addr ess=8000

Setting up Railo and Lucee for Debugging

There are two different types of Railo servers; an EXPRESS installation with Jetty and a Railo Server with Tomcat.

Please note that the installation process for the Railo application server is the same as the Lucee application server.

Please note that the latest version of FusionDebug 5.0.0 supports the following versions of the Lucee application server; Luc
ee 4.5.2, Lucee 4.5.3 and any older versions of the Lucee application server. The reason why Lucee 4.5.4 and Lucee 5.x is
not working with FusionDebug is because the latest Lucee versions do not generating a fully qualified file path in the .class
files and as a results, the user will not be able to fire any breakpoints.

Our development team is currently working with the Lucee developers in order to find a solution of this issue. When the fix will
be available, you will be notified accordingly.

Railo Express Installation (Using the start.bat)

. Stop any Railo running instances.
. Locate the start.bat file in the installation directory of the application server.
. Make a copy of the start.bat file and store it in a temporary location in case of errors during editing.

. If you have any other applications running on port 8000, change the port number to a free port.

1
2
3
4. Replace the start.bat file, not the copy, with a replacement batch file, based on your operating system.
5
6. Start the Railo services

The JVM arguments file should look similar to the following.

"jrel/bin/java" -Djetty.port=8888 -DSTOP. PORT=8887 -DSTOP. KEY=rail o -
Xns256M - Xnx512M - Xss1m - Dcom sun. nanagenent . j nkrenot e - Dj ava.

conpi | er =NONE - Xnoagent - Xdebug - Xrunj dwp: transport=dt_socket,
server =y, suspend=n, addr ess=8000 -jar start.jar

Railo / Lucee Server with Tomcat



AS A WINDOWS SERVICE

Stop the Railo or Lucee services.

Locate the "Railow" or the "Luceew" application. Generally located in the following directory.
® [Railo installation directory}\tontat\bin\

® {Lucee installation directory}\tontat\bin\
Access the "Java" tab and insert the JVM arguments below:

® - Xrunjdwp: transport=dt_socket, server =y, suspend=n, addr ess=8000

If you have any other applications running on port 8000, change the port number to a free
port.

Start the Railo or Lucee services.

AS A SCRIPT (CATALINA.BAT)

Stop the Railo or Lucee services.

Locate the and open the "Catalina.bat" file. Generally located in the following directory.
® [Railo installation directory}\tontat\bin\

® {Lucee installation directory}\tontat\bin\
Insert the follow ng argument in the Catalina.bat file.
® set CATALI NA_OPS=-Dj ava. conpi | er =NONE - Xnoagent - Xdebug - Xrunj dwp:

transport=dt_socket, server =y, suspend=n, addr ess=8000

If you have any other applications running on port 8000, change the port number to a free
port.

Start the Railo or Lucee services.

Stop all running Railo or Lucee services.

Locate the setenv.sh file. Generally located in the following directory.
® {Railo installation directory}\tontat\bin\

® {Lucee installation directory}\tontat\bin\
Insert the following JVM arguments in the setevn.sh file and at the end of the CATALINA_OPT argument:

® -D ava. conpi | er=NONE - Xnoagent -Xdebug - Xrunj dwp: transport=dt _socket, server=y,
suspend=n, addr ess=8000

If you have any other applications running on port 8000, change the port number to a free
port.

Start all Railo or Lucee services.

Below you will find an example of the "setenv.sh" arguments file.

JAVA OPTS="- Xns256m - Xnx1024m - j avaagent : ${ CATALI NA HOVE}/ | ucee
/lucee-inst.jar"

CATALI NA OPTS="-Dj ava. conpi | er=NONE - Xnoagent - Xdebug - Xrunj dwp:
transport =dt_socket, server =y, suspend=n, addr ess=8000"

Getting Started - Install FusionDebug
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Download and Run Eclipse
Introduction

This page will guide users step-by-step through the process of installing and running Eclipse in their environment.

Getting Started
If you have not installed Eclipse in your environment, please access the link listed below in order to get a copy of the latest Eclipse
version.

® Download Eclipse

Eclipse is provided as a zip (compressed) file and when the download process has been completed, please uncompress the

file to a folder somewhere in your Hard Disk.The uncompress process can be achieved with a tool of your preference OR if

you are using a Windows 7/8/10 machine, you can also right click on the .zip file and choose the "Extract All" option.
Windows: Eclipse can be started by double-clicking the eclipse.exe executable file.

Linux: Eclipse can be started by running the eclipse script (eclipse-inst) from the Terminal Window.

When Eclipse starts up for the first time, it will display the Welcome screen, as shown in Figure 10. You may like to place a shortcut to
Eclipse on your desktop to make it easier to launch in future.

& W

Edlipse Java EE 1DE for ‘Web Developers

Figure 10: Eclipse Neon Welcome Screen

Don't worry if you have existing ColdFusion projects on your disk — Eclipse will be able to use those too, even if they are not
located in the workspace and you can also change the location of the workspace later.

After launching Eclipse for the first time, Eclipse will ask where it should locate your Workspace. This is an Eclipse storage area where n
ew projects will be created by default, and where Eclipse will store its settings. Accept the default location, and optionally check the box
marked “Use this as the default and do not ask again”.

Proceed directly to the workbench by selecting the Workbench icon (the rightmost round button) OR by simply closing the Welcome
screen.

Eclipse - Views and Perspectives


http://www.eclipse.org/downloads/

Eclipse is now installed and ready for use, see Figure 11. This is the Java Perspective and you can see the currently-active perspective
at the top-right of the window.
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collection of related Views.
You can see that this
perspective contains (amongst others) the Package Explorer view on the left, and the Outline View on the right. Views can easily be
dragged into different locations.

If you accidentally close a view, it can be reopened again by selecting Windows > Show View. If it doesn't appear in that
menu, selecting Other will allow you to find the view in the complete list.

Installation of FusionDebug via the Eclipse Software Install Manager
Introduction

This section will guide users step-by-step through the process of installing FusionDebug in Eclipse via the Software Install Manager
feature.

Getting Started

Once Eclipse has been installed and configured, you will be ready to install FusionDebug using the Eclipse Install New Software
Manager. With the use of the Eclipse Manager, the process of downloading, checking and installing of FusionDebug will become
easier in the future.

Please note that the installation process might be different if you are using different versions of Eclipse.

Installation Process

1. Open Eclipse and navigate to Help > Install New Software. A new dialog is going to appear, see Figure 12.
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Figure 12: Eclipse Update Search Result Dialog without FusionDebug

® Add the Intergral FusionDebug software site by clicking the Add button. A new dialog is going to appear. See Figure 13.

Mame: ||

Location: | http://

@

Figure 13: Add Repository Dialog

® Name: FusionDebug Update Site

® URL:http://www.fusion-debug.com/wp-content/builds/latest

Please make sure that the box in front of the FusionDebug is ticked and then press the Next button.

® Click the OK button and make sure the FusionDebug icon appeared. See Figure 14.
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Figure 14: FusionDebug

Please make sure that the box in front of the FusionDebug is ticked and then press the Next button.

2. The Software Manager will connect to the fusion-reactor.com website and will locate the new software. A new “Install Details"
dialog will appear, similar to that pictured in Figure 14. Please review the installation and click Next.

3. Read the license agreement which appears in the next step, if you accept its terms then please select "l accept the terms of the
license agreement” and then click Finish to complete the process.

4. The software manager will download and install the package automatically (about 14 MB).
5. When the "Security Warning" dialog appears, click the OK button.

6. Eclipse will ask if it should restart the Workbench. Please press the "Restart Now" option to this question. Eclipse will restart
automatically and then you should be able to use the FusionDebug.

Installing and Activating a License
Introduction
FusionDebug runs for 20 days without requiring an active license. After this period, you will not be able to configure FusionDebug or

launch any debug configurations until a valid license is installed and activated.

In order to get a valid license key, please visit our website and find all the information you need about pricing, FusionDebug pricing.

Installing a License

When you have received your license file, it can be installed as follows.

. Open Eclipse and select Window > Preferences.

Open FusionDebug and select the License node.

Use the Browse button to locate your license file, and select Open.
Finally, click Install License.

P wbh P

You now have 10 days to activate this license.


http://fusion-reactor.com/
http://www.fusion-debug.com/pricing/

If you have internet access from the machine you are using, we recommend immediately activating the license key.

Activating a License

Once you have installed a license file you will have 10 days to activate the license key. We recommend activating the license key
immediately and this can be done in two ways, Automatically or Manually.

The Figure below presents the FusionDebug License page after a license has been installed and activated.

type filter text FusionDebug License Information

- General ~
. Ant Edition: FusionDebug 1 Year Subscription
+ CF Frameworks Subscription Updates until Wed Aug 06 00:00:00 CEST 2014
CFEclipse
» Data Management
FusionDebug
Configuration
License
& Help
» Install/Update
- Java
i+ Java EE

» Java Persistence To install a new license, please enter the path to your license file and click on the 'Install
» JavaScript License' button below.

o Maven License File:

MKUnit
» Miylyn
» Plug-in Development
- Remote Systems
. Run/Debug
s Server

Serial Number:
User Mame: Intergral Intergral
Company: Intergral

This license has been activated.

o Team
Terminal
Validation

» Web

 Web Services

Install Licenze




Figure 1: An Activated License Key

ACTIVATING A LICENSE AUTOMATICALLY

If you have internet access from the licensed machine, you can perform an automatic activation as follows;

1.
2.

Open the License panel as described above.
Click Activate License.

ACTIVATING A LICENSE MANUALLY

If you have not got internet access, a license key can be manually activated as follows;

1. Open the License panel as described above.
2. Select the Manual Activation link, and note down the Activation Input String.

~N o o~ W

Do not restart Eclipse until you have completed this procedure.

. On a machine with internet access, visit the URL mentioned in the dialog.

. Enter the Activation Input String into the form and select Submit.

. When the page returns, note down the Activation Key.

. On the machine to be licensed, enter the Activation Key into the dialog box.
. Click OK.

8.

Make sure the license key has been activated.

Configuring a Project in Eclipse

Introduction

Before Eclipse can be used to debug any ColdFusion application, you should configure a new project in the Navigator. This enables
FusionDebug to locate the correct source code to respond to debugging events like breakpoints, steps etc. This section will guide

readers step-by-step on how you can create a new Project in eclipse.

Creating a new Project in Eclipse

For this example, we are going to install a number test files inside the default IS web folder and we are going to use these as the basis

of our project. You can download the FusionDebugTest files from here, FusionDebugTests.zip

Please, follow the steps below in order to create a new project.

1. Start Eclipse if it's not already running, and switch to the FusionDebug Perspective if it does not open automatically (Eclipse

remembers the last perspective you used before you shut it down last).


https://intergral.atlassian.net/wiki/download/attachments/147320750/FusionDebugTests.zip?version=1&modificationDate=1483948549000&cacheVersion=1&api=v2

2. Navigate to File > New > Project.
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3. A new wizard is going to appear.
4. Open the General tree branch, select Project and then press the Next button.

Select a wizard

Create a new project resource

Wizards:
type filter bext

4 = General
[ Project

b = Gradle

b & Java

P = Maven

b = Examples

5. Enter a meaningful name for your project. For this example | have chosen the name “FusionDebug Tests”. Uncheck the option
"Use default location" and since we already have existing files, we can use these instead of starting a new project in the
workspace.

6. Locate the folder containing the files by clicking the Browse button, and when you locate the files then click OK.
® For this example we have used the following directory: C:\applicationservers\ColdFusion11\cfusion\wwwroot\CTA



Project

Create 3 new project resource,

Project name: | FusienDebug Tests

[ Use default location
Location: | C:\applicationservers\ColdFusion! T\cfusion\wwwroot\CTA | | Browse.. |

Working sets

[] Add project to working sets

".""'-'_.li:mg sebs:

7. Click the Finish button and complete the wizard.

After completing the wizard, the new project with name FusionDebug Tests is going to appear and if you double-click on any file within
the project then you should be able to begin editing them. See screenshot below.

Filt Ed Heogete Sewth Fromo Bus Wedte Help

e www L e = £ - o=k l"":"'“r'l ;] ‘J:;:

£ Debvagy 21 | BB TO 0 eevedss 3T 0 Gedipoen 0 Dgeenied [ S - n

& b " = =R (g el Wt B 1 = o
S BR e T " <+ B

o
i
]x

Do not delete the .project file — that's an Eclipse internal file used to keep track of your project.

Useful Links



® Create a FusionDebug Configurtation
FusionDebug Perspective - Basic Introduction

Introduction

After the successful installation of FusionDebug within the Eclipse environment, a new Eclipse perspective will be available and is called

"FusionDebug" Perspective OR you can simply identify the debug icon,l:l . This can be found on the top right corner of the Eclipse
environment. See Figure 14.
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Figure 14: FusionDebug Perspective

This perspective is designed to get you start using the FusionDebug and start debugging ColdFusion pages. Broadly, they are as follows:

For the examples listed below | have used a ColdFusion 11 server, however, depending your environment you will have
different data.

® Debug View: shows the current Debug Target to which FusionDebug is connected, along with any Stack Frames which
correspond to paused pages.

iF Debug 22 _ T =
4 4 CF_11 [FusionDebug]
&® FusionDebug for Adobe® ColdFusion® 6.1, 7, 8 9, 10, 11 and 2016 (localhost:5007/[Clent Lic
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® Variables: appear when a page is suspended, this view shows all the ColdFusion scopes and variables currently available to

the page.
0d=\ariables I = = B
MName Value
[+ % VARIABLES Vanable Scope
b % APPLICATIOM REQUEST,SESSION, SERVER CGIHTTP,FILE, URL FORM, COOKIE, CLIENT, FLASH Variable Scope

® Breakpoints: lists all the breakpoints currently in use together with their exact location on the server.

bd=Variables ®e Breakpoints 1 G Expressions & w @Ewl v =0
[V @ jdbc/tests/cfqueryparam.cfm [line: 2] [Server File: FACeldFusion\11.0\cfusion\wwwroot\CTAYdbc\tests\cfqueryparam.cfm]
M @ jdbe/tests/ciqueryparam.cfm [line: 4] [Server File: FAColdFusion\11.00cfusion\wwwroot\ CTA\jdbe\teste\ cfqueryparam.cfim]

® Expressions: lists all the expressions currently being watched. This view is updated whenever a ColdFusion page pauses due
to a breakpoint or stepping action.

(9= Variables 9 Breakpoints & Expressions 2 el =] Bl S s
MName Value Query (3 Columns, 1 Rows, Current Row: Nond
5Y "getData" (Undefined)
a gy “getFirst" Query (3 Columns, 1 Rows, Current Row: None)
p 4 Column Information
b % Result Struct
b @ Rows

< Add new expression

® Navigator: shows all projects and folders currently in the workspace.

L= NE'-'EgEtDr X =
b= CTA

i = Lucee CTA

® Editor Area: this is the largest area in the Perspective, and is initially empty. Any editors opened will appear here.

14 cquenyparam.dm &2

“w t. ab ABED T iy [ [£1 1 8 @ iy o X

This example shows cfqueryparam with VALID input in Course ID. ===3> A
ample</h3s

]

® <cfoutput qu

® Internal Web Browser: this is a simple web browser and can be used to call pages and trigger breakpoints.

@ Internal Web Browser &

LI Y+ B

This perspective can be opened by selecting Window > Open perspective > Other and selecting the FusionDebug
perspective.

Useful Links



FusionDebug Feature Reference
FusionDebug Concepts - Quick Tour

Getting Started - Configuration Example - ColdFusion 2016,Lucee 4.5.3

Introduction

Installation Process

Activate a valid license key

Open the FusionDebug Perspective

Modify the JVM arguments file for debugging
¢ ColdFusion 2016

® Lucee 4.5.3
Create a new Project that contains the source code you want to debug

Create a FusionDebug Configuration
® ColdFusion 2016 - FusionDebug Configuration

® Lucee 4.5.3 - FusionDebug Configuration
Create and Fire Breakpoints

Introduction

This documentation will provide readers with the information needed to setup and configure FusionDebug successfully. We will assume
that readers have already downloaded FusionDebug in their environments.

For this example, we will use the following;

A WO DN B

. Windows Server 2012 R2 64 bit.

. ColdFusion Builder 2016.

. ColdFusion 2016.

. Lucee 4.5.3 (with the latest underlying tomcat version)

Please note that Lucee 4.5.4 and Lucee 5.x will not work with the current FusionDebug version. A fix for that issue will be
available soon.

Please note that the following configuration can be applied to an Eclipse environment.

Installation Process

As we mentioned above, we will assume that you already have downloaded FusionDebug. In case you have not download the latest
FusionDebug version, please access the FusionDebug website here to download a copy.

The first step, is to install FusionDebug via the ColdFusion Builder Software Install Manager. In order to do this, please follow the steps

below.

1.
2.

Open the ColdFusion Builder 2016.
Navigate to Help > Install new Software.
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http://www.fusion-debug.com/download/

3. A new window is going to appear. Click the "Add" button.
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4. Click the "Local" or the "Archive" buttons if you have a copy in your local box, alternatively, add the following URL;http://www.
fusion-debug.com/wp-content/builds/latest in order to download FusionDebug.

Mame: II

Location: | http://

@

5. Click OK.
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6. Click the FusionDebug icon and then click the Next button twice.
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7. Accept the license agreement and then click the Finish button.
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Make sure that FusionDebug has been installed successfully.

Activate a valid license key

In case you are using a trial license key with FusionDebug, you can skip that section.

If you have purchased a new license key for FusionDebug, please follow the steps described below.



1. Start the ColdFusion Builder if it is not running.
2. Navigate to Window > Preferences > FusionDebug.
3. Click the small arrow on the left and then choose the "License" option.

@ Preferences [ [o e
type filer text FusionDebug License Information =B b
I Ant
i ColdFusion Edition: FusionDebug 1 Year Subscnplion
I C55 Subscription Updates until Wed Sep 06 00:00:00 CEST 2017
4 FusionDebug
Configuration Senal Number:
i User Mamee
b Spert c Irbergral
L) Iy ntergra
b Help parTy: |
b HTML
|L 'J:f""u':'dm This Reense has been sctivited.
b JavaSonpt
b Log Viewer To install a new license, please enter the path te your cense file and click on the Tnstall
b Run/Debug License” button bebow.
p Tearn License File: | Browse...
b XML - e
i) ok || conce

4. Click the "Browse" button and locate the license key file.
5. Click the "Install License" button.
6. Click the "Activate License" button.

Open the FusionDebug Perspective

After ColdFusion Builder is restarted, you are able to open the FusionDebug Perspective. This can be done by following the steps below.

1. Start the ColdFusion Builder if it is not running.

2. Click the "Perspective" icon which is located on the top right corner.

3. Choose the FusionDebug option.
4. When this action is complete, in the left side of the window you will be able to see the FusionDebug area.

For more details about the FusionDebug view, please check out the following link, FusionDebug Feature Reference.

Modify the JVM arguments file for debugging

DO NOT SKIP THIS STEP!

This is one of the most important steps in order to achieve a successful FusinDebug configuration without any issues. In order
for FusionDebug to be able to read what line of code it is currently looking, the JVM needs to be put into debug mode. This procedure
adds the required debugging parameters to a standard ColdFusion, Lucee/Railo installation.
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Below, you will find two example configurations, one for the ColdFusion 2016 application server and one for the Lucee 4.5 application

server.

ColdFusion 2016

1. Stop the ColdFusion server.
2. Locate the JVM arguments file. Usually, this can be found in the following directory; {ColdFusion 2016 installation directory}

/cfusion/bin/jvm.config

. Open the JVM arguments file with a text editor of your preference.
. Locate the java.args line and locate the following line; -Xdebug -Xrunjdwp:transport=dt_socket,server=y,suspend=n,

address=5005.

. if it exists it should be changed to match the following or if it does not then you need to insert the following after the java.args= -

Xdebug -Xrunjdwp:transport=dt_socket,server=y,suspend=n,address=8000. Please make sure that the port is not used
by another application in your system and make sure all the Java arguments are on the same line.

6. Save the changes.

. Start the ColdFusion server.

Lucee 4.5.3

. Stop the Lucee 4.5 server.

2. Locate the JVM arguments file. Usually, this can be found in the following directory; {Lucee 4.5 installation directory}/tomcat

/bin/Luceew. In case you are using a Unix OS, the Java arguments file can be found in the setenv.sh file.

. Open the JVM arguments file with a text editor of your preference.
. Locate the java.args and add the following line; -Xrunjdwp:transport=dt_socket,server=y,suspend=n,address=8001. Please

make sure that the port is not used by another application in your system and make sure all the Java arguments are on
the same line.

. Save the changes.
. Start the Lucee 4.5 server.

More information about these configurations can be found in the following link, Setting up Java for Debugging.

Create a new Project that contains the source code you want to debug

DO NOT SKIP THIS STEP!

In order to start debugging your code, first, you need to make sure that a new Project has been created and that Project contains the
source code you want to debug. In order to achieve that, follow the steps listed below.
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. Start the ColdFusion Builder if it is not running.

. Navigate to File > New > Project.

. Open the General tree branch, select Project and then press the Next button.

. Enter a meaningful name for your project. Uncheck the option "Use default location" and since you already have existing

files, use these instead of starting a new project in the workspace.

. Locate the folder containing the files by clicking the Browse button and when you locate the files, click OK. For the ColdFusion

2016 server, my code is located in the following directory; C:\applicationservers\coldfusion\2016\cfusion\wwwroot\mycode
while for the Lucee 4.5 server, the code is located in the following directory; C:\applicationservers\lucee\4.
5\tomcat\webapps\ROOT\mycode.

. Click the Finish button and complete the wizard.

Create a FusionDebug Configuration

DO NOT SKIP THIS STEP!

Another important configuration is the FusionDebug configuration which will allow you to debug your code. In order to create a new
FusionDebug configuration, please follow the steps listed below.

ColdFusion 2016 - FusionDebug Configuration


http://docs.intergral.com/pages/viewpage.action?pageId=38862921

1. Click the FusionDebug icon and choose the "Debug Configurations" option.
P-0~Q~® 7~ 0]
» 1CFMN

Debug As v
Debug Configurations...

Organize Favorites...

N

Locate the FusionDebug icon, right click on it and choose the "New" option.

w

Access the "Connect" tab and fill the fields accordingly. For this example, the ColdFusion 2016 server is on the same box as
ColdFusion Builder 2016 (Host: localhost) and the debug port is set to 8000 (Port:8000).

Then, access the "Source Code Lookup" tab.

o A

In the "Source Code in the Eclipse Project" specify the new project you have created in section "Create a new Project that
contains the source code you want to debug".

6. Check the "Server is local" option and then browser to the directory where your code is located. For this example | have
navigated the following directory; C:\applicationservers\coldfusion\2016\cfusion\wwwroot\mycode

7. Click the Add button and then the Apply button.

% Debug &1 w8 B
4 4 CF_2016 [FusionDebug]
&® FusionDebug for Adobe® ColdFusion® .1, 7.8 9, 10, 11 and 2016 (localhost:3000/TClient Lic

Lucee 4.5.3 - FusionDebug Configuration

1. Click the FusionDebug icon and choose the "Debug Configurations" option.

fﬁ.vﬁv%v [_;_ﬁ .-_;J-v -.;} 1
» 1CFMN

Debug As ’
Debug Configurations...

Organize Favorites...

2. Locate the FusionDebug icon, right click on it and choose the "New" option.

3. Access the "Connect" tab and fill the fields accordingly. For this example, the Lucee 4.5 server is on the same box as
ColdFusion Builder 2016 (Host: localhost) and the debug port is set to 8001 (Port:8001).

4. Then, access the "Source Code Lookup" tab.

5. Inthe "Source Code in the Eclipse Project" specify the new project you have created in section "Create a new Project that
contains the source code you want to debug".

6. Check the "Server is local" option and then browser to the directory where your code is located. For this example | have
navigated the following directory; C:\applicationservers\lucee\4.5\tomcat\webapps\ROOT\mycode

7. Click the Add button and then the Apply button.

1

%F Debug 2 B
4 4 Luceed.5 [FusionDebug]
& FusionDebug for Railo & Lucee (localhost:8000/]Client License]) (Connected)




If the above configurations are correct and the source code mapping is correct, you should be able to achieve a
successful connection with the ColdFusion 2016. Any FusionDebug connections can be found under the FusionDebug
view.

In case you are not able to achieve a successful FusionDebug connection, please make sure 1. the FusionDebug
Configuration is using the correct debug port, 2. The application server is running.

More details about the FusionDebug Configuration can be found in the following link, FusionDebug Configuration.

Create and Fire Breakpoints

All you need to know with regards to the Breakpoint configuration can be found in the following link, BreakPoints.
Uninstall FusionDebug via the Eclipse Software Install Manager

Introduction

This section will guide readers step-by-step through the process of uninstalling FusionDebug via the Eclipse Software Install Manager.

Uninstallation Process

If for any reason you would like to uninstall FusionDebug from your environment, please follow the steps listed above.

1. Open Eclipse if not running.
2. Navigate to Help > Installation Details.
Help

=
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Search
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T
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&  PReport Bug or Enhancement...
Cheat Sheets...

%  Perform Setup Tasks...

Check for Updates

L

Install New Software...

oA

3 Installation Details
Eclipse Marketplace...

® <

About Eclipse
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3. Locate FusionDebug and click the "Uninstall”

button.
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FusionDebug, the interactrve debugger for CFML apphcations.

4. The process will start.
5. In the "Uninstallation Details" page click the "Finish

" button.

When Eclipse will be restarted, please make sure that FusionDebug has been successfully removed.

FusionDebug Concepts - Quick Tour

This section will guide readers through all the required concepts in order to get started with the FusionDebug. There are a number of
useful screenshots that are used to show what each item in the FusionDebug perspective looks like and what each item does.

Child Pages

® Exploring FusionDebug

® FusionDebug Configuration
® Debug Target

® Threads

® Stack Frames and the Stack

® Variables
® Change Value Dialog

® Expressions
® Breakpoints and the Current Instruction Pointer
® Stepping
® Step Over
® Step Into
® Step Return
® Resume
® Auto-stepping
®* Terminate
® Source Code Lookup

Exploring FusionDebug

Introduction




The section below is going to provide you with a quick overview of the main features and concepts of FusionDebug. For a detailed
explanation of the main features and concepts, please check out the following link, FusionDebug Reference.

Main Features

EXPLORE STACKS

%5 Debug ©7 i e B A 2 | e 70O

= @ Simple Debug Configuration [FusionDebug]
= @? FusionDebug For Adabe® CaldFusion® 6.1, 7 and & (localhast: 3000/ [Client License]) (Connected)
=g web-14

AppLoader.cfc: SETAPPRACTORY HiCaldFusis wromtMachIIiframewarkippLoader . cfc
AppLoader.chc: IMIT (line: 65 CColdFusionglywasmroot MachIIFramewarki AppLoader . cfc

ach-ii.cfm {line: 67 C:hColdFusion8hwimy- oot MachIlmach-i. cFm

indezc.cfm line; &) Y ColdFusiongmaaroot) contacktManageriindes::, cfm

FusionDebug shows you exactly what CFCs, pages and objects are involved in your request. If you're inside a CFC function, the name
of the function is also displayed.

EXPLORE VARIABLES

b= \ariables 57 | S Breakpoints & Expressions o
Marme Value
4 % VARIABLES Variable Scope
: v @ TOC ﬁ.}ray i
4 @ APPLICATIOM,RECQUEST, SESSION, SERVER, CGILHTTP, FILE URL FORM,COOKIE, CLIENT FLASH  Variable Scope
& CFFILE
CFTHREAD
Gl
CLIENT
COOKIE
FILE
FORM
HTTP
RECQUEST
& _FusionReactor “jrunsendet. FilterChain@6Tc08dc 5"
SERVER
URL

LR COE AR R CBE BE AR SRR

& 4

Array
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FusionDebug shows you all the ColdFusion variable scopes, including handy Current Query, Local Variables and Function Local
variables too.

EXPLORE BREAKPOINTS

=\ariables ®g Breakpoints 22 5 Expressions Rig@Rcin|mOR| N wlde T=20

[ [¥] ® date.cfm [line: 2] [Server File: C:\IRund\servers\testinstance\cfusion.ear\cfusion.war\date.cfm] |

[#] ® mycfe.cfe [line: 8] [Server File: CJRund\serversitestinstancecfusion. ear cfusion.war myefe.cfe]
[v] @ step_into.cfm [line: 5] [Server File: C'JRund\servers\testinstancel cfusion.earcfusion.warstep_into.cfm]
[ o types.cfm [line: 4] [Server Files COJRundservers\bestinstance\cfusion.ear cfusion.war types.cfm]
[#] @ types.cfmn [line: 45] [Server File: CJRund\serversitestinstance\.cfusion.ear cfusion.war\types.cfm]
[¥] @ welcome.cfm [line: 53] [Server File: C\JRund\serversitestinstancel cfusion.ear cfusion.war\welcome.cfm]

Mo details to display for the cumrent selection.

FusionDebug keeps track of all your project breakpoints, allowing you to delete, disable or skip them altogether. The Breakpoint View
also shows exactly which server file the breakpoint is in.

EXPLORE EXPRESSIONS
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4= Variables ©a Breakpoints &1 Expressions k= | = % B = A
Mame Value “Fog on the Barrow-downs™
Y *variables. TOC[1] [8]" *Fog on the Barrow-downs®
1Y “variables MYBOOK. Title" “Lord of the Rings: The Fellowship of the Ring'

e Add new expression

You can add almost any ColdFusion expression and watch the value. The values are updated in real time, whenever a thread steps or
pauses, so you can see exactly what ColdFusion sees. Additionally, you can Inspect any variable at any time by highlighting it in your
code and selecting “Inspect Expression” from the right-click menu.

Useful Links

® FusionDebug Reference
FusionDebug Configuration

Introduction

A Debug Configurations is a collection of parameters which allow FusionDebug to find, connect and use a Debug Target —a CFML
server instance — as well as enabling FusionDebug to look up for your source code whenever it needs to.

Getting Started

In order to access the Debug Configurations, please follow the steps below.

1. Start Eclipse if it's not started.

2. Press the small arrow new the debug icon,

3. Choose the Debug Configurations option. A new windows will appear, see screenshot below.

4. Press Right-Click on the FusionDebug and press the New option. By doing that, a new Debug Configuration is going to be
created.

5. Provide a Name for the new Debug Configuration or you can keep the default option.

6. In the Connect tab, fill all the details of your application server that you want to debug the code. When the changes are made,
press the Apply button.

Please note that the Port field has the correct value and the port there is reflected to the Debug port. For more
information about the Debug port configuration, please check out the link, Setting up Java for Debugging.

7. Access the Source Code Lookup tab and configure there the source code of your application server. When the changes are
made, press the Add button and then the Apply button. See screenshot below.

8. If you are happy with the configuration, then press the Debug button in order for the FusionDebug to start.

Please note that for every new debug configuration you make, you will see a source code lookup error at the top of
the window. you will have to go into the "Source Code Lookup" tab to map your files.
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Useful Links

® Configuration Example - ColdFusion 2016,Lucee 4.5.3
Debug Target

The Debug Target is the CFML server instance to which you want to connect and perform debugging.
The Debug Target is specified in the Debug Configurations dialog and appears in the Debug View.
In Figure 2, you can see the Debug Configurations (Simple Debug Configuration) and the Debug Target containing the Server Connector

type, host, debug port, and license type (localhost:8000/[Client License]).

=)

File Edit Mavigate Search Project Run Window Help
I F | B0 -QEmE g
35 Debug 2

4 g ColdFusion11 [FusionDebug]
{E;? FusionDebug for Adobe® ColdFusion® 6.1, 7, 8, 9, 10, 11 and 2016 (localhost:8000/[Client License]) (Connected)

Figure 1: Debug Target

If you can not see the Debug Toolbar, click the drop down button and ensure "Show Debug Toolbar" is checked.

Useful Links

® FusionDebug Configuration
Threads

A Thread is a "worker unit" that runs ColdFusion pages.

%5 Debug 53 Op |z, eS| | 28| Y= 8
4 4 Simple Debug Cenfiguration [FusionDebug]
4 FusionDebug for Adobe® ColdFusion® £.1, 7, 8, 9 and 10 {localhost: 2000, Client License]) (Connected)

a4 g web-3
|E hello.cfm (line: 1): C\Servers\JRund-CF3\servers\ debuglnstanceCF08\ cfusion.ear cfusion.wark hello.cfm |

a o web-1
= hello.cfm (line: 1): C:A\Servers\JRund-CF8\serversidebuglnstanceCFI8\ cfusion.ear.cfusion.warihello.cfm
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Figure 2: Showing multiple threads running at the same time

Threads are idle most of the time, sitting and waiting for web server connections. When a page is requested, the CFML server picks the
next idle thread and gives it the request to execute. The thread's job is then to execute the script, performing any actions the script
requires, then to return the generated page back to the web browser. While the thread is busy running a request, it can't handle another
request.

When the thread's job is complete, it returns to idle state.

In ColdFusion, these worker threads are named jrpp-X or web-X, in Railo they are named btpool0-X, where X is a number (Doesn't
need to increment by 1, as shown in Figure 2). You'll see them appear in the debugger as you learn to pause and inspect them.

In Figure 2 for example, we see that two threads are currently handling requests: web-3 and web-1.

If you can not see the debug toolbar, click the drop down button and ensure "Show Debug Toolbar" is checked.

Stack Frames and the Stack

The Stack is a list of pages currently being executed by a thread, along with the current line number of that page. You will be able to
see the stack in the Debug View. See Figure 3.

% Debug 53 1] 2 B3RS |FIRE|e T=0
4 4 Simple Debug Configuration [FusionDebug)]
4 FusionDebug for Adobe® ColdFusion® &1, 7, & 9 and 10 (localhost:8000/[Client License]) (Connected)
4 g web-4
sayhello.cfm (line: 1): ChServers\JRund-CF8\servers\debuglnstanceCFO8\ cfusion.earcfusion.war\sayhello.cfm
helle.cfm (line: 1): Ch\Servers\JRund-CF8\servers\debuglnstanceCFI8\cfusion.earcfusion.war\hello.cfm

Figure 3: Stack With Two Frames



If you have only a single simple page, the stack will only contain one element — that page. If you have a more complex architecture, your
stack may contain more elements.

For example, if you have a simple page — hello.cfm — and you run this page, the stack will contain just this page. If your page calls a sub-
tag sayhello.cfm, the stack will contain two levels: hello.cfm and sayhello.cfm, see Figure 3.

We can see that the page which ran first - hello.cfm - is at the deepest level: the bottom of the stack. We call each of these levels a Stack
Frame. The stack is composed of frames, which represent each page in the current call.

If you can not see the debug toolbar, click the drop down button and ensure "show debug toolbar" is checked.

Variables

When a thread is paused, the Variables View shows you all the ColdFusion variables currently available in the selected stack frame.

We are going to use the sayhello.cfm example, the Variables View would show all the ColdFusion scopes and variables available
within that page.

0= variables [ | “p Breakpoints & Expres sions e S
MNarne Value
& & VARIRELES Varigble Scope

@ TEXT “Hello from hello.cfimd®

& APPLICATION, REQUEST SESSION SERVER, CGLHTTR FILE URL FORM COO Varable Scope

*Helle from hello.cfm!®

Figure 4: Variables View
Change Value Dialog

The value of a variable can be changed during run-time directly from the Variables view.

This can be done by right clicking on the variable you wish to change and then by selecting the Change Value. A dialog will display the
full name of the variable as well as a text field to enter the new value of the variable, see Figure 6.

CFSET
variables, TEXT

Error: CFSET fields cannot be empty.

Figure 5: Modifying a Variable



The variable will be updated with the new value, if the value is valid, and by clicking the OK button when the changes have been
implemented.

Expressions

The Expressions View allows you to carefully inspect just the variables you're currently focused on.

= Variables ¢ Breakpoints “{ Expressions 2 HE| = RF T = O
Mame Value "Fog on the Barrow-downs”
I 5-5"? “variables. TOC[1] [8]" "Feg on the Barrow-downs" '
Y "variables MYBOOK.Title" "Lerd of the Rings: The Fellowship of the Ring”

a¢ Add new expression

Figure 6: Expressions View

Expressions are variables that are specifically interested in watching, or expressions that you refer to frequently. The Expressions View
is evaluated every time a thread pauses, so you can quickly see how the variables are changing during the execution of a page. Most
ColdFusion expressions are valid in the Expressions View.

Figure 6 shows an Expression View inspecting two conditions of a variable “i".
Breakpoints and the Current Instruction Pointer

Introduction

Breakpoints are a key feature of FusionDebug. The breakpoints instruct FusionDebug to pause any request whenever a specific
breakpoint is hit. Usually, we use the expressions "A breakpoint has been hit" or "A breakpoint has been fired", both of the expressions
are equally correct.

Example

Breakpoints appear within Eclipse editors in the left margin as small blue dots. Figure 8 shows a breakpoint set on the <cf_sayhello> tag.

< hello.cim 3

@ 1 <cf _sayhello><br:

<cfset text = "Hello from hello.cfm!™>
<cfoutput>#texts#</cfoutputs>

<brz

L Ped f

B

b

Figure 7:
Breakpoints and
the Current

Instruction Pointer

Please be aware that in order for a breakpoints to fire, the associated project must be open. Breakpoints within closed
projects are disabled.



Breakpoints can be enabled or disabled. You can also remove them and reset them at any time and this is the only way to cause
threads to pause inside FusionDebug. Once they are paused, the Variables and Expressions views come alive and allow you to examine
the state of your application.

All current breakpoints are displayed in the Breakpoints View. In addition to the exact file and line, FusionDebug also displays the full
path to the file. The full path is computed using the Source Code Lookup tab.

Current Instruction Pointer

The Current Instruction Pointer (CIP) is a small blue right-pointing arrow which appears in the left margin of the Eclipse editor. It shows
you the line of code that ColdFusion is about to execute.

The CIP moves when you execute one of the Stepping commands to show you exactly which line will be executed next. Figure 8 shows
the CIP on the <cfoutput> tag, on the line immediately below the breakpoint. The CIP is useful during Stepping operations to help you
see what ColdFusion is executing.

Stepping
Once a thread has hit a breakpoint and paused then you are able to perform one out of four actions on it.

The actions are listed below:

. Step Into

L

[y

2. Step Over

. Step Return
4. Drop to Frame Ij

These actions are known as Step actions. They're accessible using the icons at the top of the Debug View, as shown in Figure 9.

w

%5 Debug &3 O |l eS| 28| T= 0

Figure 8: Debug View with Debug Toolbar

If you can not see the debug toolbar, click the drop down button and ensure "show debug toolbar" is checked.
Step Over

The Step Over action simply tells FusionDebug to execute the line of code currently at the Current Instruction Pointer and no other
action is performed.

If the Current Instruction Pointer is located at the last ColdFusion statement of a page and there are no other pages in the stack, the St
ep Over command is equivalent to the Resume command, and the page will run to completion. If there are further pages in the stack, Ste
p Over will execute the command and return to the next page in the stack (the caller).

Step Into

The Step Into action is useful when the Current Instruction Pointer is located at a ColdFusion tag which would cause a sub-tag or CF
C to be executed.

If you execute a Step Into command on such a tag, then FusionDebug will attempt to locate the source code for that page (or CFC) and
step into it, pausing on the first line of that page. If the Current Instruction Pointer is not located on a sub-tag or CFC call, this
command is equivalent to the Step Over command.

Step Return

The Step Return action is only available from within a sub-tag and a CFC method. This action causes FusionDebug to immediately
finish executing the sub-tag or method, and return to the calling page, where execution will pause ready for further Step commands.

Resume

The Resume action will cause FusionDebug to start the execution of the page once again until any further breakpoints are hit OR the
page has been completed.

Auto-stepping

Auto-step will automatically step through a page based on preferences that can be set in FusionDebug Preferences. You can set the
step interval, which is the number of milliseconds between each step operation, for both stepping into or over your code.
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Figure 9: FusionDebug Configuration preference page

To use Auto-step first halt the page on a breakpoint, select the thread or stack frame and toggle Auto-step on using either of the Auto-
stepping buttons in the Debug view toolbar or the entries in the right-click menu. You can stop Auto-stepping by toggling off a button or
menu entry. The Into and Over variations of Auto-stepping are mutually exclusive so if you toggle Over while using the Auto-step Into,
stepping into will stop and you will begin Auto-stepping over instead.

Auto-step is useful for watching variable / expression changes and execution paths. It can also be used to locate bottlenecks in code.
Any line that doesn't step at the regular rate of the rest of the page is taking longer than the step interval to execute. This line can then
be investigated.

Only one thread can be auto-stepped, so you must stop auto-stepping and then select another thread and start auto-stepping. The auto-
step configuration can be changed whilst auto-stepping a thread. The changes will be reflected after applying the preferences.

Terminate

(|
If a thread is suspended, the Terminate command causes it to be stopped completely. The terminate button is the following,
This command can be used by selecting either a stack frame or a thread — in either case it is the thread itself which is terminated.

When terminated, no further execution will take place in the thread, including all pages, CFCs and objects associated with that request,
and nothing further will be returned to the browser. This might be useful to cancel a thread which is about to do something destructive, or
begin a time-consuming task.

Caveats

There are a couple of points to be aware of with the Terminate command.

® To be as reliable as possible, FusionDebug uses a very harsh method of halting the thread. This stops the request exactly at the
point at which it's currently suspended, and cancels all further execution. If you have database transactions pending, they should
be rolled back automatically, however, Terminate itself does not guarantee this.

® Terminate may not be effective during the following types of operations:
® CF/CFC pages using Java objects via the <cfobject> tag, which are executing native methods (used for things like file
and socket operations)

® CF/CFC pages performing file operations themselves
® CF/CFC pages waiting for data from a socket (e.g. gateway pages etc.)

In these situations, Terminate may either be delayed until these operations complete, or may not be effective at all. However since this
command is only available when a thread is stopped, these situations should only arise rarely.

Source Code Lookup

When you set a breakpoint within a ColdFusion source file, FusionDebug must translate the breakpoint information into a form that
ColdFusion can understand. To do this, FusionDebug must know exactly where the page is on the server. When a breakpoint fires, or
a stepping action occurs, the reverse must also happen, meaning that FusionDebug must translate the debugging data from the server
into a form that FusionDebug can use.

Pages can be addressed in many different ways (e.g. Web services, CFCs and subtags), and the same name may occur many times on
your server (e.g. Application.cfm). When dealing with this name, FusionDebug needs an unambiguous way of telling which page is
which.

The first way FusionDebug differentiates different pages is using the Eclipse Folder Structure, but that's not always enough because
some projects have the same structure — framework-based projects especially. In order to provide another level of checking,
FusionDebug needs to know where on your server these pages are and to which Eclipse project these paths are associated.

The Source Code Lookup tab allows you to enter one or more Lookups. These lookups enable FusionDebug to accurately find files
when you set a breakpoint and when it needs to open a source file, for example during a Step Into operation. It is worth stating that he S
ource Code Lookup system is explained in much more detall later sections.

® Source Code Lookup

The Source Code Lookup Tab
Introduction

The Source Lookup tab is used to tell FusionDebug where the source files in your Eclipse projects are placed on to your CFML server.


http://docs.intergral.com/display/FD50/The+Source+Code+Lookup+Tab
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Figure 9: How Lookups are Used

FusionDebug uses the source code lookup
rules to tell the CFML server where to set

breakpoints and to tell Eclipse which source code to display when a breakpoint is hit. Breakpoints are set within Eclipse but must also be

transferred to the CFML server for them to become active.

By configuring your Source Code Lookups, FusionDebug can support multiple Eclipse projects, mapped CFCs and include files and
provide support for the various frameworks that can be used with CF.

What's new?

This has had a slight upgrade since FusionDebug 3.5, in that you can now browse for your server files on your local machine. Simply
click the "Browse" button and navigate through the hierarchy until you find the CFML folder that contains your .cfm or .cfc files of the
server you wish to Debug. Of course, the path to the CFML folder can still be enteded manually if you would prefer.

Child Pages

® What is a Lookup?

® How to find the Source Code Lookup Tab
® How to use the Source Code Lookup Tab
® Alternative Webserver Setup

® CF Mappings Setup

® Linux and UNIX Setup
® Multiple Project Setup
®* Remote Debugging Setup
® Single Machine Setup

What is a Lookup?

Often, the structure of the files in your Eclipse projects is not the same as the structure when deployed to your CFML server. This leads
to the problem that FusionDebug is unable to work out which files in Eclipse related to which files on your CFML server. The issue is
solved by creating Source Code Lookups in your FusionDebug configuration. Each lookup consists of an Eclipse project path and the
absolute path to the folder on the CFML server that contains the same files.
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Figure 10: How Lookups are Used

If you take the Eclipse Project/Folder paths and absolute CFML server paths from Figure 11, then your Source Code Lookups will look
like this:

Eclipse Project/Folder I CF Server Folder l
Example Project C:\ CFusionMX '\ wwwroot
External Tags Project C:\ CFusionMX\ wwwroot' tags

Figure:11 Setting Lookups for the Example

How to find the Source Code Lookup Tab

To get to the Source Code Lookup Tab (Which is the third of 4 tabs you will see in order to set up your FusionDebug connection), you
have 2 main options:

Option 1

Navigate to Run > Debug Configurations in Eclipse. See Figure 12 below.
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Figure 12: The Run > Debug Menu

Option 2

1=
Alternatively, you can go to the green debug icon, in your Eclipse toolbar and click the small arrow on its right-hand side. This
brings up a small menu and you can select the Debug Configurations item from there.
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Figure 13: The Eclipse Toolbar Debug Dropdown

Debug Configuration

Once the debug dialog is visible you can bring up the Source Code Lookup tab by opening the FusionDebug item and clicking on an
existing debug profile, or by right-clicking on the FusionDebug item and selecting New from the menu.
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Figure 14: Creating a New FusionDebug Configuration

How to use the Source Code Lookup Tab

Introduction

The Source Code Lookup Tab is split into two sections. The first section allows you to scan for Servers where your CFML files might be
located, and add/modify the lookups.

Section 1 - "Add/Modify"

At the very top of the Source Code Lookup Tab is the "Add/Modify" section. From here you have to type in the path to your CFML Server
Folder. If the CFML Server folder is located locally you can tick the "Folder is located Locally" check-box and press the "Browse..." button
to browse all the files on your machine. You can then locate the CFML Server Folder, click add, and it will populate the drop-down box
with the path to the CFML Server Folder for you.
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Figure 15: The Source Code Lookup Add/Modify Panel

Section 2 - "Current Source Code Lookup"

At the bottom of the Source Code Lookup Tab you will see the "Current Source Code Lookup" section. Here is where the list of lookups

currently configured are contained. If you highlight a lookup and click "Edit", you can edit the Path and re-

highlight a lookup and click "Remove" the lookup will be deleted and a new one will have to be re-added.

add it using Section 1. If you

Current Source Code Lookup

Eclipse Project/Folder CFML Server Folder
Testing Chapplicationservers\ColdFusion1\cf...

Edit

Remove

Figure 16: The Source Code Lookup Rules Panel

Warnings

As a lookup is needed in order to make a connection, you will see an error until a lookup is added: "[Source Code Lookup]: There must
be a least one source code lookup defined!". Simply navigate to the Source Code Lookup tab and add a lookup to get rid of the error:

4 Connect % Source Code Lonku}a [7] Commen

Add/Modify
Source Code in this Eclipse Project/Folder...

| <All Projects> v|

Figure 17: The Source Code Lookup Rules Panel

Alternative Webserver Setup

For simplicity, all of the examples so far have used the CF internal webserver. This doesn't mean that you can't use other web servers.

Below is an example of a lookup for 1IS:

—Current Scurce Code Lookup —

Edip=ze Project/Folder 1 CF Server Folder 1
Example Froject C:\InetPuswwwroot

Figure 39: IIS Lookup

Below is a lookup for Apache:



—Current Scurce Code Lockup

Edipse Project/Folder 1 CF Server Folder ]
Example Froject C:\Program Files\Apache GroupiApachethtdocs

Figure 40: Apache Lookup

Both of the above examples use the default directory for each webserver but you can also configure these webservers to use any folder
(Virtual Directories). In this case you can just create a lookup to that folder:

—Current Socurce Code Lockup

Edlipse Project/Folder 1 CF Server Folder ]
Example Froject CiimyAppication

Figure 41: Virtual Directory Lookup

The Source Code Lookup Tab:

® What is a Lookup?

® How to find the Source Code Lookup Tab
® How to use the Source Code Lookup Tab
® Alternative Webserver Setup

® CF Mappings Setup

® Linux and UNIX Setup

® Multiple Project Setup

®* Remote Debugging Setup

® Single Machine Setup

CF Mappings Setup

From the CF Administrator you can set up Mappings. These allow you to store cfm code in any folder on your server. They can then be
referenced within your CF pages by using their logical path. To debug these files you need to add a lookup to the directory path specified
in the CF mapping.
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Figure 38: CF Mappings Setup

The Source Code Lookup Tab:

® What is a Lookup?

® How to find the Source Code Lookup Tab
® How to use the Source Code Lookup Tab
® Alternative Webserver Setup

® CF Mappings Setup

® Linux and UNIX Setup

® Multiple Project Setup

® Remote Debugging Setup

® Single Machine Setup

Linux and UNIX Setup

For simplicity, all of the examples so far have used a CFML server on a Windows machine but FusionDebug can also debug CFML
servers running on Solaris and UNIX systems. Below you will see a lookup to a UNIX machine running Apache.

~Current Source Code Lookup —

Eclipse Project/Folder i CF Server Folder 1
Example Froject foptfapache htdocs

Figure 42: UNIX Apache Lookup
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The Source Code Lookup Tab:

® What is a Lookup?

® How to find the Source Code Lookup Tab
® How to use the Source Code Lookup Tab
® Alternative Webserver Setup

® CF Mappings Setup

® Linux and UNIX Setup

® Multiple Project Setup

®* Remote Debugging Setup

® Single Machine Setup

Multiple Project Setup

Let's say that you have an application which uses a tag library. In Eclipse that tag library is a separate project which has two folders
within it. On the webserver, the contents of both of these folders end up in a single folder called "tags". You would need three lookups in
this case. One from your application project to the CF webserver root and then another two from each folder in the library project to the
"tags" folder.
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Figure 37: Multiple Project Setup

The Source Code Lookup Tab:

® What is a Lookup?

® How to find the Source Code Lookup Tab
® How to use the Source Code Lookup Tab
® Alternative Webserver Setup

® CF Mappings Setup

® Linux and UNIX Setup

® Multiple Project Setup

® Remote Debugging Setup




® Single Machine Setup

Remote Debugging Setup

If you copy your project source files directly to a remote server without changing the structure then the configuration is equally simple.
You create a single lookup from your Eclipse project to the CF webserver root on that machine.
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Figure 36: Remote Debugging Setup

The Source Code Lookup Tab:

® What is a Lookup?

® How to find the Source Code Lookup Tab
® How to use the Source Code Lookup Tab
® Alternative Webserver Setup

® CF Mappings Setup

® Linux and UNIX Setup

® Multiple Project Setup

®* Remote Debugging Setup

® Single Machine Setup

Single Machine Setup

The simplest configuration of FusionDebug would be if you had set up your Eclipse workspace to be the same as your CF webserver
root. You would be editing the same files that are being served and you would only need a single lookup.
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Figure 35: Single Machine Setup
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FusionDebug - Configuration Examples

Child Pages

® Creating a FusionDebug Configuration
® Working Example - Remote Debugging Setup

Creating a FusionDebug Configuration
Introduction

This section is going to guide you step-by-step on how to set up a FusionDebug configuration in order to connect to your local machine
and begin debugging.

Getting Started

It's very important to carefully read and understand these instructions, since setting up a working FusionDebug Configuration is
a key step.

In order to create a new FusionDebug configuration, please follow the steps described below.



1. Navigate to Run > Debug Configurations or you can simply access the green Debug icon and navigate to the Debug
Configurations. See screenshot below.
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2. Right-click the FusionDebug element on the left of the dialog and select New. The FusionDebug configuration page appears in
the dialog.

3. Enter a meaningful name in the Name field. The name should be something which describes this configuration. For this
example, we are going to use the name “CF 11"

4. Select the Connector; this should be based on the type of server you are debugging. Currently supported servers are listed
below:
® ColdFusion 6.1, 7, 8, 9, 10, 11 and 2016

® Railo3and 4
® Lucee 4.5

5. Since we're going to connect to our local machine, leave the Host field as it is "localhost" and the default debugging port of the
ColdFusion 11 server is port 8000.

Please make sure that the default debugging port of your application server hasn't been changed to another port. If
the default port has been changed, then please the value of the Port field to the port that you have configure.

6. Optionally select which runtime exceptions to break on.

7. Before we can complete the configuration, we must add at least one Source Code Lookup to tell FusionDebug where the
ColdFusion files are located on the server. Click on the "Source Code Lookup" tab to bring up the Lookup Table.

This table tells FusionDebug where the files are located on the server. You must enter at least one rule in this table.

When you launch the configuration later, FusionDebug will compute the actual locations of the breakpoints, and display them along with
the breakpoints themselves in the Breakpoints View. Since we only have one project, we'll use the global <All Projects> rule and the C:
\FusionDebugTesting\ColdFusion\ColdFusion1l\cfusion\wwwroot\FusionDebugTests folder. Enter this data in the upper area and
click Add. Figure 16 shows the Source Code Lookup tab containing the All Projects rule.
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Figure 16: FusionDebug Configuration for Local Machine

9. Finally, select Debug. The dialog should disappear, and FusionDebug should connect to the local Java instance. If this succeeds, the
Debug View will display the debug configuration and debug target, as shown in Figure 18.
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Figure 17: Successful Connection

Please note that if you want to create a new FusionDebug configuration for your Lucee or Railo application server, then in the "
Connect" tab the Connector field should be "FusionDebug for Railo & Lucee". See Figure 18 below.
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Figure 18: FusionDebug configuration for Lucee or Railo

Working Example - Remote Debugging Setup

Introduction

This section is going to guide you through the process of configuring a remote debugging setup step-by-step. For this example, we are
going to use a remote ColdFusion 11 server which is hosted on a Windows Server 2008 machine while the testing environment is also

hosted on a Windows Server 2008 machine.

In our testing environment we have already install the ColdFusion Builder 3 and the FusionDebug software. If you want to download the
latest FusionDebug version, check out the link, FusionDebug Download.

If you don't know how to install FusionDebug in the ColdFusion Builder 3 environment, please check the following link, Install
FusionDebug.

Please note that this documentation can be used with any Eclipse version (excluded Eclipse Neon) and not only with the
ColdFusion Builder 3.

Getting Started


http://www.fusion-debug.com/features/
http://docs.intergral.com/display/FD40/Installation+of+FusionDebug+via+the+Eclipse+Software+Install+Manager
http://docs.intergral.com/display/FD40/Installation+of+FusionDebug+via+the+Eclipse+Software+Install+Manager

Step 1: Enable the FusionDebug Perspective

If you have successfully install FusionDebug in your environment, a new Perspective is going to be created. In order to enable the

FusionDebug Perspective, press the "Open Perspective" button and then choose the FusionDebug option. See screenshot
below.

T

B ColdFusion (default)
¥ ColdFusion Debugging

5 3ava Browsing

T:J Java Type Hierarchy
L5 Resource

E':' Team Synchronizing

T | e

Step 2: Create a new Project in ColdFusion Builder 3

In this section we are going to access the ColdFusion Builder 3 from our testing environment and we are going to create a new project
that contains the code that we want to debug. This can be done by following the steps listed below.

1. Launch ColdFusion Builder 3.
2. Navigate to File > New > Project.
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3. Under the "General" tab click the "Project" option and then press the Next button.
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4. Provide a name for the new project.

5. Uncheck the option "Use Default location" and then press the button "Browse" and locate the code that you want to debug.
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6. Press the Finish button when the configuration is completed.

Step 3: Create a new Dedug Configuration for a remote server

In order to create a new Debug configuration for a remote server, please follow the steps listed below.

1. Locate the Debug icon, press the small arrow and then choose the option "Debug Configurations".
Q- ® S

4 1New_configuration

4 2 ColdFusion11

Debug Configurations...
Organize Favorites...

2. Locate FusionDebug.



3. Press right click and then choose the "New" option.
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4. Provide a name for the new FusionDebug Configuration.

5. Access the "Connect" tab and fill the details of the remote server. For example, in the host field you have to add the IP address

of the remote server, in the Port field you need to add the port that is used for debugging and you also need to add the IP
address of the remote server in the IP Restriction area. See screenshot below.
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6. Access the "Source Code Lookup" tab in order to configure the source code and create a mapping between the code in the
testing environment and the code in the remote server. In the "Source Code in this Eclipse project" field choose the project
that was created in a previous section. In the "..is placed in this CFML Server Folder" add the directory of the source code in

the remote server. For example, in my remote server, | have the source code in the following directory: C:
\ColdFusionl11\cfusion\wwwroot.
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7. When you are satisfied with the configuration in step 6, press the Add button in order to add the source code in the "Current
Source Code Lookup" section.

- Current Source Code Lookup !

_Ecipse Project Folder | ML Server Folder |
Code_For_Debuggng C:\Coldruson 11\cfusion wwwroot e |

8. Press the Debug button in order to start debugging.
9. If the connection with the remote server has been successful, you should be able to see the following.

% Debug 12 38 =8
=4 Remaote Debucging [FusionDebug]
& FusionDebug for Adobe® ColdFusion® 6.1, 7, 8, 9, 10, 11and 2016 { {5005/[Chient Licer

In case you have connection issues, please check out the links listed below.

® Troubleshooting
® Source Code Lookup Tab

Step 4: Add a Breakpoint

If you want to start debugging your code, then you need to add Breakpoints and inspect your code. More information about how you can
add a Breakpoint can be found here, Breakpoints.

More information about the Breakpoint view can be found here, Breakpoint view.

Example

In my environment | have executed all the sections described above and | have set two Breakpoints. One Breakpoint has been
configured in a clientPost.cfm file and another on in a sleep.cfm file. When you try to execute these files from a web browser, you can
see that the Breakpoints are triggered and you are now able to debug your code. By "debug your code" we mean to use the options that
the FusionDebug provides like Step Into, Step Over, Step Return etc.

BreakPoints
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Stepping Options
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More information about the stepping process can be found here, Stepping Options.
Useful Troubleshooting Link
® Non-Intrusive Debugging

Useful Video Tutorials


http://docs.intergral.com/pages/viewpage.action?pageId=38862956
http://docs.intergral.com/display/FD40/The+Source+Code+Lookup+Tab
http://docs.intergral.com/display/FD40/Breakpoints+and+the+Current+Instruction+Pointer
http://docs.intergral.com/display/FD40/Breakpoints+View
http://docs.intergral.com/display/FD40/Stepping
http://docs.intergral.com/display/FD40/%5BFDS-130%5D+FusionDebug%3A+Feature+Focus+-+Non-Intrusive+Debugging

® Video Tutorials
FusionDebug Feature Reference

Introduction
In case you have used a Debugger before or you have taken at look at the "FusionDebug Concepts - Quick Tour" page, you will be
familiar with most of the features a Debugger may have.

This section will provide readers with in-depth details on how to access/use all of these Debugging features from within FusionDebug, as
well as advanced concepts such as "Non-Intrusive Debugging" and modifying variables at run-time.

Child Pages

® Debug View
® Breakpoints View
® Expressions View

® Eclipse Editor Context Menu
® Setting Variables

® Run to Line Operations

® Conditional Breakpoints
® How to use Conditional Breakpoints

® Qverheads
® Hitcounts

® Break on Runtime Exceptions
® How to Setup Break on Runtime Exceptions

® Non-Intrusive Debugging

® Configuration Dialog
® Connect Tab

® Source Code Lookup Tab
¢ Common Tab

Debug View

The debug view reflects the state of the ColdFusion server being
debugged.

FusionDebug Feature Reference:

® Debug View
Disconnect BuseKpints View
Launched debug configuration . %mwlew
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etting Variables
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Figure 43: FusionDebug Debug View

Elements of the Debug View
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® Configuration Dialog
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® Source Code Lookup Tab
® Common Tab
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Displays the target (machine and port) of this
debugging session.

If any threads are suspended because of a breakpoint
hit, they are displayed here. If the thread is waiting for

the server then you will see a status message after the
thread name. (Listed below.)

Displays the stack of pages and CFCs involved in the
current request. Each page or CFC is displayed as a
frame, along with the function (if any) and line number.

Active on a configuration or target. Causes
FusionDebug to disconnect.

Active on a frame or thread, or configuration.

When clicked:

on a configuration, causes FusionDebug to disconnect.
on a thread or frame, Causes the selected thread to be
stopped.

Active on a target, thread or frame.

When clicked:

on a target, causes all suspended threads to resume.
on a thread or frame, causes that thread to resume.

If the Current Instruction Pointer (CIP) is located on
any tag which would cause a sub-page (CFC
constructor, CFC function invoke, page function, sub-
tag) to be called, Step Into instructs FusionDebug to
continue stepping inside that page. If the current tag
would not cause a sub-page to run, this is equivalent to
Step Over.

Causes ColdFusion to execute the tag currently under
the CIP, then stop awaiting further stepping
instructions.

If the CIP is currently located inside a sub-page (e.g. A
sub-tag) causes ColdFusion to finish running the code
inside the sub-page and return to the caller, where
execution will stop, awaiting further stepping
instructions.

Will automatically step into tags based on the step
interval configured, which is the number of milliseconds
between each Step Into operation.

Configured the same as Auto-step Into but
automatically uses the Step Over operation.
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Debug View Status Messages

(ColdFusion connector only)

The following status messages will appear after the Suspended
Thread name to let you know what is currently happening:

Waiti  ColdFusion is currently compiling a page required

ng for the Step operation. The Debug View will update
for once the compiler has finished.

CF

Comp

iler

Waiti  ColdFusion is searching for and loading a page,

ng CFC or tag into memory. This often occurs after
for the Waiting for CF Compiler message, as part of
CF the compile-load-run cycle.

Class

loader

Stepp FusionDebug has asked ColdFusion to run the

ing current line, and perform the requested Step
operation, and is waiting for a report that the step
has completed.

Waiti  ColdFusion is currently validating a subtag, CFC or

ng invoked page. The Debug View will update once
for the tag has been validated.

Tag

Valid

ation

Breakpoints View

This view displays all breakpoints set in the current session. FusionDebug Feature Reference:
Breakpoints can be set in any supported file (ColdFusion / CFC ® Debug View
source files) by right clicking on the required line, and selecting * Breakpoints View

Toggle Line Breakpoint, using the key combination ctrl-shift-B, or . . )
with a double-click in the ruler to the left of the Code View. Expressions View
® Eclipse Editor Context Menu

~ Setting Variables
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Figure 44: FusionDebug Breakpoints View

Elements of the Breakpoint View

Br Lists all current breakpoints. Breakpoints can be
ea individually enabled or disabled using the check mark,



kp  in which case they are displayed as an empty circle:
oi  Each breakpoints specifies the file and line. Double-
nts click the breakpoint to locate it in an editor.

R  Removes the currently-selected breakpoint. Also
e available using the 'delete’ keyboard shortcut.
m

Removes all breakpoints.

nts

G  Locates the file containing the selected breakpoint in

o  aneditor. Equivalent to double-clicking the breakpoint.
to

File

Sk When selected, causes all breakpoints to be

ip  temporarily disabled. Can be used with the Resume
all  command to run a page to completion without any
br intervening breakpoints firing. When activated, all
ea breakpoints are displayed with a diagonal line:
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So Real location of the file in which this breakpoint is
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ce FusionDebug debug configuration.
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Expressions View

This view displays any watched variables or FusionDebug Feature Reference:
expressions. Expressions can be entered by selecting them in

an editor, right-clicking and selecting Watch Expression, or by ® Debug View
right-clicking in the Expressions View and selecting Add Watch .

! Breakpoints View
Expression. . )
® Expressions View

® Eclipse Editor Context Menu
® Setting Variables

® Run to Line Operations

® Conditional Breakpoints
® How to use Conditional
Breakpoints

® Qverheads
® Hitcounts

® Break on Runtime Exceptions
® How to Setup Break on Runtime
Exceptions

® Non-Intrusive Debugging
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Figure 45: FusionDebug Expressions View

Elements of the Expressions View

Expressions Lists the expressions which will be
evaluated.

Remove all Removes all expressions from the

expressions view.

Remove Removes the selected expression

expression from the view.

Valid Expressions

Almost all ColdFusion expressions are valid. If an expression is
valid in CF Script, it is a valid Watch Expression. All variables,
scope and structure references are valid:

® url.username — the ‘username’ variable from the URL
scope.

® now() - the result of the now() function — the current date
and time

® y —the value of the local variable 'y'".

® http — the 'http' variable scope (this will be expandable
to reveal its variables)

Evaluation

All expressions are evaluated whenever a thread pauses, either
because it has hit a breakpoint or as a result of a step
action. During evaluation, the expression will display “(pending)”.

Expressions can be manually re-evaluated by right-clicking the
expression and selecting Reevaluate Watch Expression.

Expressions can be disabled from evaluation by right-clicking

and selecting Disable. The expression will be tagged
“(disabled)”.

Eclipse Editor Context Menu

When right-clicking within a supported source code file in an FusionDebug Feature Reference:
Eclipse editor, five FusionDebug elements are available,

identifiable by their red FusionDebug tags (With the exception of ® Debug View

Run to Line). * Breakpoints View

® Expressions View
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Debug As
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Preferences...

Figure 46: Eclipse Editor Context Menu

Elements of the Context Menu

Toggle Toggles a breakpoint at this line.

Line

Breakpoint

Set Allows the user to set the value of a variable.
Variable

Watch Copies the selected variable or expression to

Expression the Expressions View and evaluates it.

Inspect Immediately evaluates the value of any
Expression highlighted expression and displays it in a
window.
Run to Perform a Run to Line operation on the
Line currently selected line.
Setting Variables
The Set Variable option allows the user to change the value of a

variable

The currently highlighted variable will be entered
automatically or a different variable name can be
entered.

The value of the variable will be set in the currently-
selected thread.

The page running in that thread will immediately see the
new value of that variable.

String values must be encapsulated in double quotes
(“Hello, world!")

Expressions may also be entered — they will be
evaluated and their result assigned to the variable.

® Eclipse Editor Context Menu
® Setting Variables

® Run to Line Operations

® Conditional Breakpoints
® How to use Conditional
Breakpoints

® Qverheads
® Hitcounts

® Break on Runtime Exceptions
® How to Setup Break on Runtime
Exceptions

® Non-Intrusive Debugging

® Configuration Dialog
® Connect Tab

3 ® Source Code Lookup Tab
¢ Common Tab

FusionDebug Feature Reference:

® Debug View
® Breakpoints View
® Expressions View

® Eclipse Editor Context Menu
® Setting Variables

® Run to Line Operations

® Conditional Breakpoints
® How to use Conditional
Breakpoints

® Qverheads
® Hitcounts




This option is equivalent to running a <CFSET var=value> at the
location of the Current Instruction Pointer.

Run to Line Operations

The Run to Line function in the context menu allows you to
select a line in the editor, and perform a Run to Line operation to
this location. This function works when execution is already
stopped at some point i.e. A stack is already selected. This
function allows you to traverse large blocks of code without the
need to set new breakpoints or step through all of the code.

This feature resumes the execution of code until this point or
another breakpoint is reached. You can allow breakpoints to be
skipped (or not) with the honored preference within the Window,
Preferences, Run/Debug tab.
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Figure 47: Run/Debug Preferences

® The Run to Line 'hot key' persists, as Eclipse users are
used too; Ctrl+R.NOTES:

® Run to Line will take the currently selected cursor
location, not mouse position.

®* A Run to Line operation may not fire if the code location
is not hit, depending on your breakpoints and Run
/Debug setting for skipping breakpoints, this may cause
a page to run to completion.

Conditional Breakpoints

Child Pages

® How to use Conditional Breakpoints

® Break on Runtime Exceptions
®* How to Setup Break on Runtime
Exceptions

® Non-Intrusive Debugging

® Configuration Dialog
® Connect Tab

® Source Code Lookup Tab
® Common Tab
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® Overheads

How to use Conditional Breakpoints

Conditions can be added to any FusionDebug breakpoints to
give the user more control over when the breakpoints will fire.
The condition must be in the form of a CFML expression that
evaluates to either TRUE or FALSE. Conditions can be added or
changed during runtime of an application. To add or change a
breakpoint's condition right-click on a FusionDebug breakpoint in
the Breakpoints view and select Breakpoint Properties.

9= Variables | % Ereakpoints & ¥ Expressions RBBA|BER| Yo% =08
[ ¥ @ hello.ctm [iine: 1] [Server File: C: ColdFusi i hello.cim]
: : : & GotaFile

Enable

Disable

Remove

Remove All

Select All Cul+ A
Copy CtrleC

Paste Crel+V

Ex

No details to display for the current selection.
o2  Import Breakpoints...
®

95 Export Breakpoints...
4 Breakpoint Properties.

Figure 48: Breakpoint Context Menu

On the Breakpoint Properties window, the breakpoint can be
enabled or disabled and it's condition can be enabled or
disabled. The large text area is where the condition must be
entered if the Enable Condition checkbox is ticked.

Manage Breakpoint Properties FusionDebug Breakpoint o oo
Source File: hello.cfm
Line Number: 1
[¥| Enabled
[]Hit Count 0
Enable Condition

variables.TEST eq "hello”|

Suspend Thread when Condition is TRUE

:?) { OK ‘ Cancel

Figure 49: Breakpoint Properties

Now when the page is executed, if the breakpoint is hit and the
condition is true, the breakpoint will fire, otherwise it will be
ignored.

Breakpoint: Y“CF10_Debugihello.cfm [Line: 1]

Condition: test.coll
Condition does NOT evaluate to TRUE or FALSE

Please alter the Condition. (Breakpoint will continue to HIT)

Figure 50: Invalid Breakpoint Condition Warning

If a condition can not be evaluated to TRUE or FALSE, the
breakpoint will fire as if it were a standard breakpoint and a
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warning will be displayed. If the condition is not changed, and
the breakpoint is reached again, it will continue to fire as usual
and re-display the message.

Overheads

There are certain overheads to be aware of when using
conditional breakpoints. An evaluation has to take place to check
the condition of the breakpoint. For example, in a large loop with
a conditional breakpoint inside, the evaluation must be made on
each iteration of the loop.

Example:

On a core 2 CPU machine with 3 GB of RAM iterating over a
2000 row query:

JECIqUery name="gry" datasource="testl"
q select * from TestData
E</fofoguerys
fi
T<cfloop quUery=gryr

e & SefouLpulzdgry cculifabr s/ ocluouLpuls
Sx/efloops

Condition: gry.id LT O

This will never return true, and the breakpoint condition will be ev
aluated 2000 times.

These evaluations take on average 45 seconds for 2000 — this
gives an average evaluation time of 22.5 milliseconds. Note:
evaluation time will differ depending on machine, server type
and other factors

Hitcounts

Breakpoints can also have a hitcount. If a breakpoint has a
hitcount it will only fire after the count has been reached,
otherwise the breakpoint will be skipped and the count will be
incremented. Hitcounts are useful in loops to halt on a specific
iteration or in a query to halt on a specific row.

A breakpoint hitcount is set in the Breakpoint Properties page,
shown here:
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Manage Breakpeint Properties | FusionDebug Breakpoint Pl

Source File: hello.cfm
Line Number: 1

[¥] Enabled
[ Hit Count | 10

[ Enable Condition

®

OK | Cancel

“
s

Figure 51: Setting a hitcount

Hitcounts can be used in conjunction with breakpoint conditions.
The count will only increment when the breakpoint condition is
true.

Break on Runtime Exceptions

Debug configurations include the option to break on runtime
exceptions. This means that when an exception of a certain
type, caught and/or uncaught, is thrown, the page will halt at that
line of code as if there had been a breakpoint set. Only runtime
exceptions can be detected by FusionDebug, any other
exceptions or errors can not be handled.

The option to break on caught and uncaught exceptions is given
in the debug configuration. A caught exception is one that is
thrown whilst wrapped in a <cftry> tag body, and properly caught
with a <cfcatch> tag. However, this only applies to Railo servers.
ColdFusion defines a caught exception as one thrown in a
<cftry> body, but does not need to have a corresponding
<cfcatch>tag. An uncaught exception is one thrown outside of a
<cftry> tag body.

There are differences between the exception types available in
the ColdFusion connector and the Railo connector. The
ColdFusion connector can only break on custom exceptions.
The Railo connector can break on application, expression,
database, custom_type, lock, missinginclude, native, security
and template exceptions.

How to Setup Break on Runtime Exceptions

An important point to note is that when setting up Break on
Runtime Exceptions, the debug configuration must be re-
launched so that the connector can re-connect. If the debug
configuration is changed while connected you will see no affect
of this change until re-connecting.

To enable the detection of runtime exceptions you have to select

® Source Code Lookup Tab
¢ Common Tab
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which type you wish to break on and whether caught and/or
uncaught variations are included.
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Create, manage, and run configurations prra
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Figure 52: Exception Breakpoints Setup

Here, the lock exception has been selected for both caught and
uncaught variations.

Now when a lock type exception is thrown, either caught or
uncaught, the application will halt. Both caught and uncaught
situations are shown below, demonstrating the cause of
exception and the position of the break.

= ¥ Lock Debugging [FusionDebug]
= @ FusionDebug for Railo (locahost:9999/[Clent License]) {Connected)
=i P Suspended: Caught (lock]: there is a timeowt occurred on a exchisive lock with name (test] after 1 seconds
= Jock.cfm:10 flackingflock.cfm{

<efrry>
<cfrhread name="test’>
<ELlock namwe="Lest” Cineout="1" ChrOVONTimeout="yes” typesrexclusive”s
<czspr sleep(10000)>
</etlocks
</cIchread>

<cfser sleep(10)>

s 1 <ctlock © H ezt
<letiocks
12 <eteatch type="locks
Lock exceprion thrown!
1</ctearchs
</efreys

¥ usivers

Figure 53: Caught Exception Breakpoint Fired

= W Lock Debugging [FusionDebug]
= &% FusionDebug for Risla (ocahost:3999{[Chent License]) (Connacted)
= ® Suspendad:

<cfthread name="testZ”>
<cflock name="test"” timeout="1" throvontimeout="yes" type="exclusive">
Iofser sieep (1000033
</ctlock>
</cfthread>

<cfset sleep(10)>

<cflock name="test"” timeout="1" throwontimeout="yes" type="exclusive">
28 </eflock>

Figure 54: Uncaught Exception Breakpoint Fired

Non-Intrusive Debugging

Introduction

A new feature of FusionDebug 3.5 is the ability to only fire
breakpoints if any of the specified IP addresses are connected.
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This could previously be done by enabling a breakpoint condition
on all of the breakpoints.

This feature is still available in 3.6 and this section will cover how
to configure and use the IP Restriction feature in FusionDebug
3.6.

How does Non-Intrusive Debugging work?

The IP Restriction feature in FusionDebug is comparing the
CGI.REMOTE_ADDR with the IP addresses entered in the
Debug Configuration screen. Only if the remote address variable
matches any of the specified addresses will the breakpoints fire.

If breakpoints do not fire when they should and IP Restriction is
enabled, make sure that the IP addresses entered in the Debug
Configuration screen are equal to the addresses that connect to
the ColdFusion server.

How to use Non-Intrusive Debugging

Non-Intrusive Debugging can be enabled to any new or existent
Debug Configurations in FusionDebug by entering the IP
addresses to fire breakpoints for in the IP Restriction section
available in the Connect Tab of the Debug Configuration, as
shown in Figure 55.
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Figure 55: The Debug Configuration with Non-Intrusive
Debugging

Non-Intrusive Debugging is enabled automatically by entering at
least one IP address in the Addresses field. To enter multiple IP
addresses use a comma (,) to separate them.

For example, if a debug configuration should only halt when
connecting locally, entering 127.0.0.1 (or 0:0:0:0:0:0:0:1 IPv6
address) then this will enable other machines to request the file
without the breakpoints firing.

Please note that the debug session will have to be
relaunched for the IP Restriction configuration to take
effect.

Configuration Dialog

Introduction

FusionDebug Feature Reference:

® Debug View




This section details the options available in the FusionDebug
Launch Configuration dialog.

Getting Started

This dialog allows the user to specify one or more launch
configurations: collections of parameters used to connect
FusionDebug to a target CFML server.

It is accessible from the Run > Debug Configurations or by
selecting Debug Configurations from the debug drop-down
menu in the Debug Toolbar, as shown in Figure 56.

¥-0-Q%-®C 5 -
| 4 | 1 Luceeds
4 2 ColdFusionll

Debug As 2

Debug Configurations...

Organize Favorites..,

Figure 56: The Debug Drop-Down Menu

The configuration dialog for FusionDebug connections is

comprised of three tabs: Connect, Source and Common. The
Name: field is common to all three tabs, and specifies the name

of this configuration. The name is used in the Debug View to
identify which configuration is in use.
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Figure 58: The Connect Tab

ELEMENTS OF THE CONNECT TAB

Connector

Specifies the CFML server that is to be debugged, either a
ColdFusion or Railo server.

Host

Specifies the name of the host to which FusionDebug should
connect, when this configuration is launched.

FusionDebug Feature Reference:

Debug View
Breakpoints View
Expressions View

Eclipse Editor Context Menu
® Setting Variables

® Run to Line Operations

Conditional Breakpoints
® How to use Conditional
Breakpoints

® Qverheads
Hitcounts

Break on Runtime Exceptions
®* How to Setup Break on Runtime
Exceptions

Non-Intrusive Debugging

Configuration Dialog
® Connect Tab

® Source Code Lookup Tab
¢ Common Tab




Port

Specifies the TCP port on which the Java debug agent is
listening. This is configured (for standard ColdFusion
installations) in the jvm.config file

IP Restriction

The IP addresses to fire breakpoints for are specified, separated
with a comma. This means that the breakpoints will only fire
when any of the entered IP addresses are connected but not for
anyone else.

Exception Breakpoints

Specifies the runtime exceptions that FusionDebug should break
on. Different exception types exist for the ColdFusion and Railo
connectors.

Source Code Lookup Tab

The Source Code Lookup tab allows one to specify where
FusionDebug should attempt to locate source code when a
breakpoint fires, or a step into or step return action occurs. This
tab is also displayed when FusionReactor can't find a source file
during Step operations.

When connected, changes to this data take effect immediately,
and the Breakpoint View is immediately updated with the new
mappings. When disconnected, changes to this data will be
reflected when FusionDebug next connects.
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Figure 59: Source Code Lookup Tab

ELEMENTS OF THE SOURCE CODE LOOKUP TAB

Upper Panel (Add/Modify)

The upper panel allows the insertion of new lookups, and
modification of existing lookups.

® The Eclipse Project drop-down contains all open
projects, as well as a global All Projects mapping. The
All Projects mapping is sufficient for simple projects, and
is a good starting point before adding more complicated
mappings.

® The Eclipse Folder drop-down contains all the paths for
the project selected in the Eclipse Project. If the All
Projects mapping is selected, this drop-down is
disabled.

® The CFML server Folder field should contain the exact
path to the mapping defined in the first two drop-downs
from the point of view of the server. Any Windows drive
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letters, Unix NFS mounts or symlinks should be as
viewed by the server itself. It is possible to use the drop-
down arrow in this field to select previously-entered
mappings.

Lower Panel (Current Source Code Lookups)

® The lower panel displays existing mappings. To remove
or edit an existing mapping, select it by clicking on it,
and click on Remove or Edit respectively.

USEFUL LINKS

® Source Code Lookup tab

Common Tab

The common tab is not used by FusionDebug and can be ignored.
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Troubleshooting / FAQ

Introduction

This section lists answers to some of the common problems encountered
using FusionDebug. You can also find support information, updates and
articles at the FusionDebug Website or go straight to the FAQ located
there.

Common Problems

FusionDebug will not connect

The message is: “FusionDebug could not connect to the target
system ( machine:port)”.

On this page:

® |ntroduction

® Common Problems

FusionDebug will not connect
FusionDebug will not launch
Expressions do not evaluate
Expressions listed as undefined

| see many pages in Debug View
Breakpoints do not fire
Breakpoints are not active
Unable to display source code

® Child Pages

Where next:

® Introduction & Concepts


http://docs.intergral.com/display/FD40/The+Source+Code+Lookup+Tab
http://www.fusion-debug.com/fd/support.cfm
http://www.fusion-debug.com/faq/

Problem Occurred = + X

‘Launching ColdFusion11” has encountered a
E problem.

Couldn't launch a debug session: Could not connect
to server localhost on port 8003. Ensure the server
has correctly been configured for debugging and try
again.

<< Datails OK

Couldn't launch a debug session; Could not connect 1o server
lacalhast on port BOD3. Ensure the server has correctly been
configured for debugging and try again.

Could not connect to server localhost on port 8003, Ensure
the server has correctly been configured for debugging and
try again.

java.lang MullPointerException

POSSIBLE FIXES

® Check you have enabled Java debugging on a port that is
available, and that the CFML server has started up correctly.

® |f you are using a non-standard port (not 8000), make sure you
have correctly entered that port in the configuration dialog.

® Make sure there are no firewalls or port restrictions in the
network path between you and the target system.

FusionDebug will not launch

The message is: “FusionDebug can only connect to one target at
once.”

=] Problem Occurred I;Ii-

Q' ‘Launching ColdFusion11’ has encountered a problem.
LA

Error: FusionDebug can only connect to one target at
once.

Please terminate any previous sessions.

OK || <<Details

Error: FusionDebug can only connect to one target at ence, | -

Please terminate any previous sessions.

Setting up Java for Debugging
(ColdFusion, Railo & Lucee)

Getting Started - Install FusionDebug
FusionDebug Concepts - Quick Tour
The Source Code Lookup Tab
FusionDebug - Configuration Examples
FusionDebug Feature Reference
Troubleshooting / FAQ

POSSIBLE FIXES

® FusionDebug 3.6 is capable of attaching to one ColdFusion
instance at a time. Terminate your previous session.

® See Terminate on how to Terminate a previous session.

Expressions do not evaluate




The Expressions View can handle most expressions which are valid in
ColdFusion. A good rule of thumb is that if you can write it inside a
CFScript block, or within “#” characters, it's a valid expression.

POSSIBLE FIXES

® Expressions are evaluated and re-evaluated only in the context
of a suspended thread. If no thread is suspended, expressions
are not evaluated. If a thread is suspended, try clicking on
it. This will implicitly tell the Expressions View to re-evaluate its
expressions for that thread.

Expressions listed as undefined

The Expressions View tried to evaluate the expression, but it either didn't
return a value (for function calls) or the variable referenced in the function
was not visible at the position the thread was suspended at.

| see many pages in Debug View

These threads have suspended because of a breakpoint. Breakpoints fire
whenever a request hits them. If you see many pages in the Debug View,
this is because a web browser requested that page, and the page hit a
breakpoint.

POSSIBLE FIXES

® |f you have a shared test server, we recommend disabling your
breakpoints, or activating “Skip All Breakpoints” (See: Breakpoints
View) after your breakpoint has fired, so requests from someone
else do not suspend.

Breakpoints do not fire

POSSIBLE FIXES

® Check that FusionDebug is connected to the application server
that you are using (the Debug View looks similar to Figure 2 on D
ebug Target).
® Check that the breakpoint which should fire has been looked up
correctly.
® The exact file in which this breakpoint is set is shown
next to the breakpoint as the Server File. If this is not
showing the correct file, or shows “Breakpoint not active.
Edit Source Code Lookups”, edit your Source Code
Lookups using the Debug Configuration.

Breakpoints are not active

The message is: “Breakpoint not active. Edit Source Code Lookups.”
What this error means is that although you have told Eclipse that you
want to set a breakpoint, FusionDebug couldn't work out in which file on
your CFML server the breakpoint should actually be set.

POSSIBLE FIXES

® Go back to the Source Code Lookup tab and make sure that your
project is associated with the correct folder on the server

® Changes to the Source Code Lookup tab take effect immediately
after you select Apply, so this error will disappear as soon as
FusionDebug can compute the real location of the breakpoint
correctly.

Unable to display source code




If you step into a file whilst debugging, you may instead see a page
containing the following message: "FusionDebug is unable to show you
the source code for the CF Server". What this page means is that the
server stepped into a file but FusionDebug couldn't work out which file in
your Eclipse projects was associated with the one stepped into on the

server. There are two possible reasons for this:

® The project containing the source file is closed: If you read
through the page, it will tell you which lookups were attempted
and will also let you know if you have any closed projects.
FusionDebug cannot show source code from closed projects.
Make sure all related projects are open.

® You are missing a mapping or have an incorrect lookup. At the
top of the page you will see a button which will take you directly
to the Source Code Lookup dialog. If you click on this then you
will see that the CFML server Folder has already been filled out.
All you need to do is enter the Eclipse Project/Folder information
and you can add a new lookup.

Child Pages

¢ [FDS-128] Using FusionDebug to debug Flash Remoting and
Gateway Messaging Requests
® [FDS-130] FusionDebug: Feature Focus - Non-Intrusive
Debugging
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[FDS-128] Using FusionDebug to debug Flash Remoting and Gateway Messaging Requests

Debugging Flash Remoting and Gateway Messaging

Non-Intrusive debugging has been introduced in FusionDebug 3.5, which allows breakpoints to only fire when requests are coming from
a specified IP address. This makes it possible for a developer to debug and set breakpoints against a central server, leaving the system
untouched and unaffected for everyone else.

This article will demonstrate that the breakpoint IP filter can be used to debug Flash Remoting and Gateway Messages. In order to
demonstrate that FusionDebug's non-Intrusive debugging functionality is effective across a wide range of message types, below is a
short example of testing the filter functionality in regards to Flash Remoting messages and Gateway messaging. | have based these
tests on the test classes found at http://www.cftips.net and http://www.fusioncube.net.

Flash Remoting

| created a Flex project with an mxml file containing a script that has two functions; a function that simply populates a data grid with the
results returned by a remote CFC and a second function that accepts a fault event and displays an error message in case of problems. |
also need a remote object call specifying a destination named ColdFusion (which is configured with the appropriate channel for the
passing of messages) and specified the location of the CFC you would like to access as well as creating a data grid to store the retreived
results.

Remoting.mxml

<nx: Scri pt >
<! [ CDATA[
i mport nx.controls.Alert;
i mport nx. rpc.events. Faul t Event;
i mport nx.rpc. Fault;


http://www.cftips.net/
http://www.fusioncube.net/

i mport nx. rpc.events. Resul t Event;

private function result(evt: ResultEvent):void {
nmygri d. dat aProvider = evt.result;

private function fault(evt: Faul tEvent):void {
Al ert.show(evt. fault.nessage);

11>

</ mx: Scri pt>

<nx: Renot eCbj ect id="mycfc" destinati on="Col dFusi on"
showBusyCur sor ="t rue"
source="fl ashRenote" result="result(event)" fault="fault(event)">
</ mx: Renot ebj ect >
<nx: Button | abel ="Button" click="mycfc.GetData()"/>
<nx:DataGid id="mygrid" w dth="487" height="169"/>
</ nx: Appl i cati on>

Below are some changes that | found needed to be made to CF8 and CF9 Application servers' configuration before the Flash Remoting
test class would function correctly;

Within flex-messaging-gateway.cfg. If your Flex server is installed as part of your CF app server, comment out localhost
‘#host=localhost'. Specify ‘localhost' if Flex is on this machine but not installed as part of ColdFusion.

For the Remoting-config.xml add the following code within the "ColdFusion" destination properties . You are setting use-mappings to true
and setting the method-access-level to remote. use-mappings is a Boolean value specifying whether the source attribute can be relative
to a ColdFusion mapping. Changing the method access level to remote basically specifies the access attribute values the destination
CFC must have for ColdFusion to respond to the request. The code within the property-case tags simply state to make query column
names, and structure keys lowercase when converting to ActionScript.

Remoting-config.xml

<desti nation id="Col dFusi on">
<channel s>
<channel ref="my-cfanf"/>
</ channel s>
<properties>
<sour ce>*</ sour ce>
<access>
<use- mappi ngs>t r ue</ use- nappi ngs>
<met hod- access- | evel >r enpt e</ net hod- access- | evel >
</ access>

Next you will need to adjust the access rights within the CFC function definition. Placing in whatever access level has been defined
within the Remoting-config.xml. Flex can can access functions that are both remote or public. This CFC server side can just be a simple
database query, so long as the function returns data to populate the data grid. The CFC in this example performs a query on a table
within a defined data source. If you wanted to do the same, simply create a table within MYSQL or MSSQL and set it as a data source
within the ColdFusion administrator.

Destination.cfc



<cffunction nane="Get Data" access="renpte" returntype="query">

Configuring FusionDebug

Start up Eclipse with the FusionDebug Plug-in installed. Create a new Debug Configuration (Run->Debug Configurations...) for
FusionDebug and configure the debugging port for your app server. In the IP Restrictions enter the IP address(es) of the server(s) that
you want breakpoints to fire for. This means that when the request originates from one of the IP addresses you've entered it, the
breakpoint should fire but for other requests the breakpoint will be ignored.

You then will have to navigate to the Source Code Lookup tab. Here you will simply need to select the project you want to debug and
reference it's source in the directory. Add the lookup and you are ready to start debugging.

Start debugging by pressing the Debug button at the bottom of the debug configuration screen. Once the debugger is attached open the
CFC and add some breakpoints where you want to stop execution of the code.

Now run your Flex application up and make a request from an IP address that is in the list of IP Restrictions. FusionDebug halts the
activity for only the flash remoting requests whose IP addresses have been entered into the IP filter, so if you make a request for a
different machine then the breakpoint doesn't fire. If you are using an app server on your local machine, CF8 and CF9 use loopback
addressing and as a result uses the Ipv6 address 0:0:0:0:0:0:0:1 for localhost if you are using Windows Vista or 7 operating systems.

Whereas request from clients that are not in the IP restrictions list run to completion without the breakpoints firing! That's Non-Intrusive
Debugging!

Messaging Gateways
Below is a short example of testing the non-Intrusive debugging functionality in regards to ColdFusion Gateway messages.

Create a Flex project with a main mxml that contains a script block with a function that creates a producer and consumer object along
with event listeners and remote destinations.

MessagingGatewayTest.mxml

i nport nx.nessagi ng. Consuner ;
i mport nx.nessagi ng. Producer;

private var publisher: Producer;
private var subscriber: Consuner;

private function createChat():void
{

publ i sher= new Producer();

publ i sher. addEvent Li st ener (MessageFaul t Event . FAULT,
producer Faul t);

publ i sher. destination = "Col dFusi onGat eway";

subscri ber= new Consuner ();

subscri ber. addEvent Li st ener ( MessageAckEvent . ACKNOALEDGCE,
acknow edge) ;

subscri ber. addEvent Li st ener (MessageEvent . MESSAGE,
recei veMessage) ;

subscri ber. destination = "Col dFusi onGat eway";

subscri ber.subtopic = "test";

subscri ber. subscri be();



The you will need to write a function for the handling of the acknowledgement event from the consumer, functions for sending and
receiving messages and a function for handling a fault event from the producer.

MessagingGatewayTest.mxml

private function producerFaul t(faultEvent: MessageFaul t Event): void

{
output.text += "[Error: " + faultEvent.nessage.toString() + "]
\n";
}
private function acknow edge(ackEvent: MessageAckEvent): void
{
out put.text += "[Contact with the Consuner has been established.]
\n";
}
private function sendChat Message():void
{
var msg: AsyncMessage = new AsyncMessage();
nsg. body = input.text;
nsg. header s[ "unane"] = "tester";
nsg. header s[ "gat ewayi d'] = "fl exgateway"”;
publ i sher.subtopic = "test"
publ i sher. send(nsg) ;
i nput.text ="";
}
private function recei veMessage(nsgEvent : MessageEvent): voi d
{
var nsg: AsyncMessage = AsyncMessage(nsgEvent. nessage);
out put.text += nsg. headers["unane"] + ": " + nsg.body + "\n";
}

Within the content root of your CF app server (a.k.a wwwroot folder) you should place the CFC that you are using to interact with. This
will contain a function that will return a message to the caller via the same destination and channel.

InterceptFlex.cfc

<cf conponent output="fal se">
<cffunction name="onl ncom ngMessage" returntype="any">
<cfargunment nane="event" type="struct" required="true"
/>
<cfscript>
X = struct New();

X.body = "Hello Friend";
x. destinati on = "Col dFusi onGat eway";
X. headers = struct New);
x. headers[' unane'] = "systent;
X. headers[' DSSubtopic'] = "test";
x. | ower casekeys = "yes";
</cfscript>



<cfreturn x />
</ cffunction>
</ cf conponent >

Some changes that may need to be made to CF8 and CF9 Application servers' configuration before Flash Gateway usage, the first being
within the corssdomain.xml file, make sure the contents allows all domain policies, all domains and all ports. Obviously there would be
security issues with the following changes, but since this is just an example of Flash Remoting we will allow all ports and domains, but in
reality these should be appropriately restricted.

crossdomain.xml

<cr oss-donai n-pol i cy>
<site-control permitted-cross-donain-policies="all" />
<al | ow access-from domai n="*" secure="fal se" to-ports="*"/>
<al | ow ht t p-request - header s-from donai n="1 ocal host "/ >

</ cr oss-donai n- pol i cy>

Within the messaging-config.xml set the server properties as shown below within the destination "ColdFusionGateway" properties.

messaging-config.xml

<desti nation id="Col dFusi onGat eway" >
<adapt er ref="cfgateway" />
<properties>
<server>
<dur abl e>f al se</ dur abl e>
<al | ow subt opi cs>t rue</ al | ow subt opi cs>
</server>

A subtopic is a property of both the producer and consumer components, within the xml you are configuring the destination
"ColdFusionGateway" to allow the subtopic to be used as a message destination. Setting the server configuration durable to false allows
for messaging without the JMS (Java Messaging Service) API. If you are running Flex server with ColdFusion comment out the
"host=localhost" line within the flex-messaging-gateway config file. This is located within the root ColdFusion directory \gateway\config\,
else if Flex is on this machine but not installed as part of ColdFusion specify localhost.

You can configure your app server gateways for CF8 and CF9 as shown below in order to create the appropriate gateway needed for
this example:

The counter of your Gateway should be 0 before the test has been executed. After the test is run both the ‘in' and 'out' counter should
display one message each in their fields (The in-going message being the call for the CFC via the ColdFusion channel. The outgoing
message being the response from the CFC I.E. the body of the cfscript) When the program is first launched you should see the
confirmation of contact from the Consumer.

Once some message has been entered, you should then see the message coming from the CFC.

FusionDebug halts the process of the CFC for specific users listed within the IP Restriction configuration options. All IP's not entered
within the filtering box will simple run the app as normal.

CONCLUSION

The non-Intrusive debugging feature ultimately provides a development team with the ability to debug their code without affecting other
team members. It could even be that you need to debug a request from a specific client because they are the only one that experiences



a problem. Non-Intrusive debugging can be used here to filter the requests that fire the breakpoints to only the problem client. This
results in saving time and allowing bugs to be spotted earlier on within the development stage of production and can also lead to
decreasing time consumed by debugging newly implemented components.

[FDS-130] FusionDebug: Feature Focus - Non-Intrusive Debugging

Non-Intrusive Debugging

Non-Intrusive debugging has been introduced in FusionDebug 3.5, which allows breakpoints to only fire when requests are coming from
a specified IP address. This makes it possible for a developer to debug and set breakpoints against a central server, leaving the system
untouched and unaffected for everyone else.

This article will cover how to configure and use Non-Intrusive Debugging, the underlying implementation and a few tips on what to do if

your breakpoints don't fire when they are supposed to. The last section will also talk about the limitations of the Non-Intrusive Debugging
feature in FusionDebug.

Configuration

Non-Intrusive Debugging can be enabled on any new or existent Debug Configurations in FusionDebug 3.5. This is done by entering the
IP addresses to break on in the IP Restriction section available in the Connect Tab of the Debug Configuration to edit.

The IP Restriction feature in FusionDebug supports both IPv4 and IPv6 addresses, but there is no input validation so make sure these
are entered correctly using standard IPv4 and IPv6 formats.

So for example say you only want breakpoints to fire when connecting locally, then you can enter 127.0.0.1 if connecting using IPv4 and
0:0:0:0:0:0:0:1 if using IPv6.

Multiple IP addresses can be specified by using a comma (,) to separate them, so in the previous example we can make sure that the
breakpoints fire when connecting locally using either IPv4 or IPv6 by specifying them both like this: 127.0.0.1, 0:0:0:0:0:0:0:1

After the Non-Intrusive Debugging settings have been entered, click Apply to save the setting to the configuration. Please note that the
debug session will have to be re-launched for the new IP Restriction properties to take effect.

Under the Hood

When a request is made to the server being debugged in FusionDebug the connected IP address is compared to the ones entered in the
Debug Configuration of the launched session.

FusionDebug does this by evaluating the CGI.REMOTE_ADDR variable for the request with the ones specified in the Debug
Configuration screen. If the cgi.remote_addr variable matches any of the ones entered the breakpoints will fire as usual, otherwise they
will not.

It is important to understand that FusionDebug can only evaluate the value that the ColdFusion server has stored. For example if the
connection to the server is going through a proxy, FusionDebug will compare the IP address of the proxy and not the end user's.

Also the entered IP addresses must exactly match the value of the cgi.remote_addr variable, no wildcards are allowed. For example you
cannot enter 192.168.1.*, you will have to specify all the exact IP addresses to break on.

Adobe ColdFusion and Railo servers might also deal with different connection types differently and the value ofcgi.remote_addr might
differ slightly from server to server.

It is important to know that if the cgi.remote_addr variable cannot be evaluated, i.e. it has not been set properly, Non-intrusive Debugging
will not function.

My Breakpoints don't fire

If you have enabled Non-Intrusive Debugging but the breakpoints do not fire or behave in the way you are expecting them to do, here are
a few trouble-shooting tips.

IP addresses correctly entered

Make sure that the IP addresses to break on are specified correctly in the Debug Configuration using standard IP address notation and
that no extra commas or dots have been introduced. Also make sure that the debug configuration settings have been saved.

IPv4 and IPv6

Make sure that you have not entered an IPv4 address when in fact the IP address reaching the server is an IPv6. Please note that
different computers and operating systems will send different addresses depending on the network configuration. For example Microsoft
Windows 7 has IPv6 enabled by default.

Also be aware that various servers will support different IP versions.

For example localhost can be specified as both an IPv4 and IPv6 address:
IPv4: 127.0.0.1
IPv6: 0:0:0:0:0:0:0:1



To be sure that the breakpoints fire on either the IPv4 or the IPv6 address both can be specified in the IP Restriction configuration, as in
the image above.

Re-launch the debug session

It is not enough to just apply the new Non-Intrusive Debugging settings for the active Debug Configuration, but the actual debug session
in FusionDebug has to be re-launched. This is because the IP Restriction properties are applied to the debug session at launch and
cannot later be edited.

Inspect CGI.REMOTE_ADDR

If Non-Intrusive Debugging has been set up correctly but breakpoints still do not fire when they are expected to, a good thing is to
actually check what value the cgi.remote_addr variable has been given.

One way to this is to have a CFML page containing this example code:

<cf out put >renopt e_addr: #cgi . renot e_addr #</ cf out put >
This will output the value of the cgi.remote_addr variable so that you can compare it to the ones entered in the Debug Configuration.

Another way is to inspect the value of cgi.remote_addr using FusionDebug. To do this you will have to disable Non-Intrusive Debugging
by removing all the IP addresses in the Addresses field in the IP Restrictionsection of the Debug Configuration screen.

Once this has been done, apply the settings and re-launch the debug session and set a breakpoint on a page. Request this page from
the machine you wish to enable Non-Intrusive Debugging for and the breakpoint should fire as normal.

You can now inspect the value of CGI.REMOTE_ADDR by selecting the Variables view tab in FusionDebug.

* For Adobe ColdFusion:

Select the APPLICATION, REQUEST, SESSION, SERVER, CGl... Variable scope.
In this scope select CGI and scroll down the list of variables and locate the variable called REMOTE_ADDR.

* For Railo:

Select the cgi Variable scope and scroll down the list of variables and locate the variable called remote_addr.

You can now copy the value of this variable and paste it in the Addresses field in the IP Restriction section of the Debug Configuration
screen.

Proxy servers

If there is a proxy server between the user making the request and the server running ColdFusion, the value of the cgi.

remote_addr variable will be set with the IP address of the proxy server and not the actual end user's. This can create problems if there
are multiple machines behind a proxy server and you only wish to break on a specified local IP.

Clear existent breakpoints

If breakpoints still do not fire when they are supposed to or behave in an unexpected way, it is a good idea to go to the Breakpoints view
tab and delete all of the existent breakpoints and re-add them.

Sometimes breakpoints from an older version of FusionDebug will not work properly in a newer version, also if there is one bad
breakpoint it might cause issues for other enabled breakpoints.

Limitations

There are many ways a request can be made to a ColdFusion server, for example http, flash remoting, web services, messaging
gateway and more. We have tested FusionDebug using several different requests types and there is a DevNet article available covering
this in more detail, "Debugging Flash Remoting and Gateway Messaging".

As the Non-Intrusive Debugging feature in FusionDebug uses the value of the cgi.remote_addr variable for the request there will be
cases when this variable is not being set and can therefore not be evaluated.

If you have specified IP addresses to filter breakpoints on and cgi.remote_addr doesn't actually contain a value the breakpoints will not
fire as FusionDebug would not know where the request came from.

[FDS-118] OnDemand Seminar: FusionDebug Introduction (with Railo)

Using An Interactive Debugger To Increase Productivity

This recorded webinar reviews how to install FusionDebug and configure it for use with a Railo server in addition to discussing the many
features FusionDebug offers.


http://www.fusion-debug.com/support/devnet/fds-128/
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FusionDebug is the fastest interactive step debugger for CFML and supports multiple engines ( ColdFusion, Railo and Lucee ).
[FDS-125] Configure FusionDebug 3 for use with Railo 3.1 on Tomcat

INTRODUCTION

| ran into a situation while working on a Machll application running on Railo 3.1 where | REALLY need to see what was going on with the
various variable scopes during the request cycle, so | decided tonight to see if | could get FusionDebug 3 Beta up and running with Railo
and Tomcat.

For the past couple of months, I've been running my CFML server engines (yes engines, plural) on top of Tomcat on my local
development environment. This offers me, as an independent developer that works on a number of different client projects, a great deal
of flexibility in matching a particular client's production configuration. Also lately, I've been working on a couple of projects using Railo 3.1
as well as a project for a client that still uses CFMX 7. One of the things that | really missed when not developing with ColdFusion 8 is the
step debugger that ships with CF8. I'd used FusionDebug some time ago with CFMX 7 when | was running it on top of JRun 4 but had
never gotten around to getting it configured under my current, Tomcat-based setup.

Environment

Before we get started, | want to detail my particular setup and lay out some assumptions. My environment consists of the following
components. Yours might be slightly different, but the basics should be the same.

® Apache 2.2.11 web server configured with one virtual host per client site

® Tomcat 6 installed into /opt/tomcat

® Apache forwards ColdFusion requests to Tomcat via AJP

® http://localhost web root is /users/dskaggs/Sites/localhost/htdocs

* WEB-INF folder from exploded Railo 3.1 WAR file resides in the web root folder


http://www.getrailo.com/
http://www.youtube.com/watch?v=ysR1ZtdKVZ8
http://www.youtube.com/watch?v=uuyRa0RUfN8
http://www.youtube.com/watch?v=4LhNr3FYFTw
http://www.youtube.com/watch?v=iNw4vkMJLEw
http://www.youtube.com/watch?v=PJrsD_xRfv0
http://www.youtube.com/watch?v=XFxPtGqydoo
http://www.fusion-reactor.com/fd/downloads.cfm
http://localhost/

Now for some assumptions:

® You can browse to a CFML page (either by going directly to Tomcat http://localhost:8080/someContext/test.cfm or through
Apache http://localhost/test.cfm )

® You've installed FusionDebug into Eclipse using the instructions in the "Install FusionDebug into Eclipse" section here.
® You've created a project in Eclipse that points to your site files
® You don't have Tomcat starting as a daemon or Windows service

Setting Up Tomcat

The first thing that you have to do is tell Tomcat to enable debugging on a specific TCP port. For this example the port number that we're
going to use is 8000 (the same as the documentation on the FusionDebug site). You do this by adding the following line of code to the
catalina.sh file in the /bin folder under the Tomcat install directory (in my case /opt/tomcat/bin/catalina.sh). | added it directly under the
large comment block at the top of the file.

CATALI NA_OPTS=- Xrunj dwp: t ransport =dt _socket, server =y, suspend=n, addr ess=8000

If you're on Windows, this file is named catalina.bat and the format is slightly different:
set CATALI NA_OPTS=- Xrunj dwp: t ransport =dt _socket, server =y, suspend=n, addr ess=8000

Save the file and launch Tomcat. In my case, | launched it in a terminal window so | could see exactly what was going on using the
command:

cd /opt/tontat/bin

sudo ./catalina.sh run

If everything worked correctly, you'll see the following line near the top of the output to the console:
Listening for transport dt_socket at address: 8000

That concludes the configuration necessary on the Tomcat side.

Configuring FusionDebug

Now we need to get FusionDebug configured to connect to that port. In Eclipse, go to Window > Open Perspective > Other and choose
FusionDebug from the list that appears in the popup window.

Then you'll need to open up the Debug Configurations panel by going to Run > Debug Configurations. Find the entry for Fusion Debug in
the left side, right click on it and choose "New" from the context menu. Enter a descriptive string in the Name: block at the top of the left
side of the screen (I used simply Localhost). Then move to the configuration panel below with the 3 tabs (Connect, Source Code Lookup,
and Common).

On the connect tab, enter localhost in the Host: block and 8000 in the Port: block.

On the Source Code Lookup tab, in the drop list that says "<All Projects>", choose the Eclipse project that contains your files. In the drop
list just to the right of the Project select box you just clicked on, choose the folder that corresponds to the web root of your site. Finally,
enter the full file system path that corresponds to the folder you just chose and click the Add button. Click the Apply button to save the
configuration. You can then click the Debug button at the bottom of the screen to start the debug session. If all goes well, you'll see
"FusionDebug (localhost:8000) (Connected)" in the Debug pane.

Testing

Now it's just a matter of creating a test.cfm file (or using an existing file), setting some breakpoints and browsing to the file and you
should see the execution stop at your breakpoint and be able to browse through the list.

[FDS-121] FusionDebug: Feature Focus - Breakpoint Conditions & Hitcounts

Breakpoint Conditions & Hitcounts

FusionDebug breakpoints now have conditions and hitcounts, further controlling when they fire. This article will demonstrate these
features.

Conditional Breakpoints

Introduced in FusionDebug 3.0, conditional breakpoints allow you to halt an application when a certain condition evaluates to true. For
example, in a loop you could use a conditional breakpoint to halt when a variable equals a specified value. The condition used can be
any form of CFML expression, anything that can be used in a <cfif> tag can be used as a condition. Advantages of conditional
breakpoints include:

® |ess time debugging; No need to step through long loops to get to a particular iteration.
® Prevents convolution of production code with debug code. To stop on an iteration or when a condition evaluates to true

without conditional breakpoints you would need to add <cfif> tags to your code and set a breakpoint in the body of the tags.
One of the advantages of a debugger is the alleviation of extra code for debugging purposes.


http://localhost:8080/someContext/test.cfm
http://localhost/test.cfm
http://www.fusion-reactor.com/support/kb/FDS-103.cfm
http://localhost:8000

® Removes the need to disable breakpoints for some test cases, for example you might only want to stop a page on some
specific input.

Example:

Given the following code:

<cffuncti on nanme="DoSonet hi ngW t hLast Nane" >
<cfargunment nane="I| astnane" type="string">
<I--- Do sonmething with |ast nane arg --->
</ cffunction>

<cfquery nanme="qry" datasource="testl">
SELECT | ast _name FROM enp
</ cfquery>

<cfl oop query=qry>
<cfset DoSonet hi ngWthLast Nane(qry.|ast_nane) >
<cfoutput> #qgry.|ast_name# <br> </cfoutput>
<cfflush>

</ cfl oop>

Suppose we knew there was a bug somewhere in the "DoSomethingWithLastName" function, and we knew it happened when the last
name of "Smith" was used as an argument. We could add a breakpoint on the line of the call to the function and set the following
breakpoint properties:

This means that the breakpoint will only fire when gry.last_name equals "Smith".

The page has stopped on row 9 of the query loop, where the last_name field equals "Smith". We can now step into the function and find
the cause of the bug. Note that this is a relatively small query but could be thousands of rows. Using a non-conditional breakpoint in this
scenario is time-consuming and unfeasible, plus you could end up resuming past the row that contains "Smith".

Other useful examples of breakpoint conditions:

® jsdefined("url.length") and (url.length + 1) gt 10. This can be used to halt the page when certain url parameters are used,
in this case length > 10.

® DateCompare(yourdate, CreateDate(2009, 01, 01)) LTE 0. This will halt the page when "yourdate" is before 1st January
2009.

® http.remote_addr eq "127.0.0.1" or http.remote_host eq "localhost". These conditions will allow another machine to
request the file without the breakpoint firing. Useful if you have to demo the file to another person but don't want to disable
your breakpoints. Note, on Railo use cgi.remote_addr eq "127.0.0.1".

Read more about Conditional Breakpoints
HitCounts

New to FusionDebug 3.0.1 are Breakpoint Hitcounts. Hitcounts are a specific type of condition for a breakpoint separate from an actual
breakpoint condition. A breakpoint with a hitcount will only fire after a certain amount of hits. This is useful if you have no variables to use
in a condition.

Hitcounts can be used along with conditions to fine tune the firing of the breakpoint. For example consider the following loop over a query
variable:

<cfl oop query="qry">
use data fromaqry
</ cfl oop>


http://www.fusion-reactor.com/fd/featurefocus/conditionalbreakpoints.cfm

If a breakpoint was on line 2 we could use a hitcount of 15 and a condition of "gry.last_name eq 'Smith™.
This would stop the page on the 15th row that had the last_name field equal to "Smith"

Read more about Hitcounts

Conclusion

These two features will cut your debugging time down by letting FusionDebug work for you, evaluating conditions that would otherwise
need to carried out by yourself, watching the Variables or Expressions view for changes. Most modern debuggers support Conditional
Breakpoints and Hitcounts because as applications become more complex, debugging them becomes more complex and in response

debuggers must relieve some of this complexity. These two features and countless others do just that.
[FDS-122] FUSIONDEBUG: FEATURE FOCUS - AUTO-STEP

Auto-step
New to FusionDebug is the Auto-step feature. Interactively watch your code being executed at a specified speed.

The new Auto-step feature adds even more interactivity, enabling you to view execution paths of your application, variable / expression
changes and even root out bottlenecks in your code.

Using Autostep

You can set an interval between step operations in the FusionDebug Configuration dialog
There you can set intervals for both auto-stepping into or over.

You control auto-stepping with two toggle buttons on the Debug View toolbar.

The button on the left is Auto-step Into, the right one is Auto-step Over. Only one can be toggled at any time so toggling on Auto-step
Into when stepping over will cause Auto-step Over to be toggled off.

How Autostepping Helps
Auto-step can be used in a number of interesting ways:

® By setting a moderately high stepping interval you can visibly watch the path of execution your application takes. This is very
powerful as many bugs are simply code you think is being executed when in actuality it isn't.

® By setting a high interval, say 500ms - 1000ms, you can watch the Variables / Expressions view and for any changes that
should or should not be happening.

® By setting a low interval (lowest 20ms) you can visibly see what parts of your code are taking a long time to complete. If
there are long pauses between steps (longer than the step interval you entered) you know that the line should be
investigated, if need be.

® Auto-step could also be used for entirely other purposes than debugging. For example, introducing a new developer to an
application and it's code can be time consuming and consequently expensive. By using Auto-step with an appropriate
interval, the developer can watch where the execution path goes and learn what is being done and where.


http://www.fusion-reactor.com/fd/featurefocus/hitcounts.cfm
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